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Abstract

This project is concerned with the analysis of the success or failure of object grasp configurations. It uses three systems of analysis to analyse the grasp for equilibrium, stability, and dynamic movement. The analysis assumes the grasp is made from fingers of one of three standard finger types: frictionless point fingers, frictional point fingers, or soft finger types. The result of this project was the following: success was achieved with the equilibrium analysis and stability analysis parts of the system, but not so much with the dynamic analysis of the system, for some technical reasons explained in this dissertation.
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Chapter 1

Introduction

Object grasping is an important subfield of robotics. Humans have a great ability to grasp numerous objects easily, even if the object is new to the person. Computer systems are available which can scan objects and determine potential grasping surfaces with which the object could be picked up, and systems are available to determine potential grasp configurations, although in many cases these are specialised systems, which limit themselves to a subset of potentially graspable objects.

The purpose of this project is to analyse the outcome of arbitrary grasps, and determine how stable the object grasp is with respect to slight perturbational forces on it.

1.1 The problem

The problem involves the analysis of an object grasp with arbitrary finger contacts. Figure 1-1 shows an example object along with the local contact regions which define surface patches graspable by finger contacts.

There are three main types of analysis, the purposes of which are to test the object grasp for different situations. The analyses are the following:

Equilibrium analysis: This analysis system decides, given information about the object and contacts whether a state of equilibrium can hold for the object grasp, or whether the object will slip from the grasp.

Stability analysis: If a state of static equilibrium holds for the object grasp, then this analysis system determines how stable the object is by changing the direction of the gravity vector incrementally, and testing if equilibrium still holds for the grasp under this new direction of gravity.

Dynamic analysis: If a state of equilibrium cannot exist for the object grasp, then the object will slip from the grasp. This analysis system simulates such an object slip, and
Figure 1.1: An example graspable object, complete with surface contact patches.

determines whether the object slips by a small amount and comes to rest in a state of static equilibrium, or whether the slip of the object is so severe that the finger contacts are no longer in range and the grasp fails completely.

two key words here are *equilibrium* and *stability*. It is important that these are explained and the differences between the two are established.

An object is said to be in *equilibrium* if the following two conditions hold:

- For all forces acting on the object the sum of their force convexes must equal zero.
- For all torques acting on the object the sum of their torque convexes must equal zero.

An object in equilibrium is not necessarily stable. The stability of an object depends on the objects ability to withstand small external perturbational forces acting against it.

### 1.2 The achievements

The equilibrium analysis and the stability analysis were successfully implemented. In the case of the dynamic analysis system the theory behind the system was well understood, but a combination of implementational problems and the limited time available resulted in no fully working version of the dynamic analysis system.
1.3 Overview of the Report

The report is decomposed into six chapters (including this one) which relate to the system as a whole. In Chapter 2 I describe the information needed by the system in order to perform its analyses on arbitrary object grasps, and how such information builds a world model for the system. Chapter 3 explains the implementation of the equilibrium analysis system, which determines whether or not an object grasp is in static equilibrium. In Chapter 4 I explain the theory behind the stability analysis system, and the results and deductions obtained from it. Chapter 5 is about the dynamic analysis system, which simulates an object as it slips with respect to the grasp. I also explain the problems that arose in the design and implementation of the dynamic analysis. Finally the conclusion reviews the finished system as a whole, and determines improvements and further work which could be done.
Chapter 2

A decomposition of the world model

In order for the system to perform an analysis of a potential grasp, it requires a sequence of input data in order to construct its model of the world. The input needed for the world model is decomposed into three main groups — information about the object, information about the finger contacts, and information about various control variables which influence the analysis.

In this chapter I will describe the list of input data in more detail, and explain how each piece relates to the development of a world model for the system.

2.1 Global information about the object to be grasped

As a result of the set of assumptions about the system as described in Chapter 1 (in particular considering local surface features of the object as opposed to a global object description, and considering the grasp as a set of disembodied fingers as opposed to the entire manipulator hand), the required information concerning the object to be grasped is scaled down from an entire volumetric description to three fundamental pieces of information described below.

2.1.1 Force and direction of gravity on the object

It would be an option just to assume that the situations concerning object and grasp will be analysed with respect to the earth's own gravitational field (i.e. acceleration is $\ddot{g} = 9.81 \, \text{ms}^{-2}$ in a negative vertical direction). However, the system will be more diverse if arbitrary forces and directions of gravity can be considered. An additional benefit of considering arbitrary gravity directions is that it allows testing for equilibrium of a grasp in various specific orientations by simply altering the direction of gravity with respect to the grasp. This would have the same effect of altering the orientation of the whole object data with respect to gravity, but it
only involves the calculation of a new gravity vector. Generally, gravity can be viewed as the resultant external force on the object, so by changing the direction of gravity the system can test what happens when external forces act on the object. The ability to specify an arbitrary force and direction of gravity is used during stability analysis, which is explained in Chapter 4 of this report.

2.1.2 Centre of mass of the object

One part of the equilibrium analysis is concerned with the balancing of torque convexes acting on the object. The sum of all torques should equal zero. The resultant torque convexes from each finger contact are calculated by taking moments of the wrench force convexes of each finger contact. The centre of mass of the object gives the location at which gravity acts. It is because of this the centre of mass is part of the input to the system.

The centre of mass of an object can easily be computed, given a volumetric model such as a voxmap, if it is assumed that the object is of uniform density.

2.1.3 Moment of inertia of the object

The dynamic analysis of the object determines, in the case of the object slipping, whether it will slip into a position of equilibrium, or if it will slip to such a position that the finger contacts outside the range of the local contact patches. In performing the analysis it calculates the translational and rotational acceleration of the object. The moment of inertia of the object is required to compute the object's rotational acceleration about its centre of mass.

2.2 Information about the object surface contact points

For each finger contact in a potential grasp, the system must receive information about its contact patch, the type of contact, and the transformation of the contact into global coordinates. This section explains the use of such information in more depth.

2.2.1 Local contact patches

The analysis programs in this project assume the local surface features of an object to be represented by biquadratic equations. Figure 2-1 shows some example biquadratic meshes produced by MATLAB[3] of the main types of surface patches.

The biquadratic equation for a local contact patch is as follows:

\[ z = ax^2 + by^2 + cxy + dx + cy + f \]

The coefficients for patch \( i \) are represented by vector \( \mathbf{b}_i \) = \((a, b, c, d, e, f)\).
Figure 2.1: Example biquadratic surface patches.

There are a number of advantages in using biquadratic equations to describe local surface contacts:

- Surface normals of biquadratics are easy to calculate, which is a benefit as they are used extensively throughout the analysis.

- Biquadratics give a good approximation to the set of main surface features of an object (e.g., convex, concave, planar, cylindrical, etc).

- Biquadratic equations return an unambiguous value of \( z \) for any given \( x \) & \( y \).

Each biquadratic surface is defined in terms of its local coordinate system. Points on the patch and normals to the patch can be transformed to the global coordinate system of the object with the aid of a transformation matrix, as described later in this chapter.
2.2.2 Finger contact types

This project considers the analysis of three main finger contact types. They are described below in order of increasing complexity.

Frictionless point contacts:

This type of finger contact is the simplest to model, although it is the least impressive of the three in terms of the margin of stability it produces. In general to achieve stable grasps using frictionless point contacts, a greater number of finger contacts is needed in comparison to the other two finger contact types. In the case of frictionless finger contacts, up to six contacts are required for equilibrium, seven for stability.

![Diagram of frictionless point contacts](image)

Figure 2.2: Example frictionless point forces for (a) concave patch, (b) convex patch.

The only useful force a frictionless point contact can exert into a surface patch lies in a direction parallel and opposite to the surface normal of the contact location on the patch. Some examples of such forces are shown in Figure 2-2.

![Diagram of force direction](image)

Figure 2.3: Force exerted in an unsuitable direction causes a slip.

Any attempt to exert a force in a direction other than the one described will result in the finger contact slipping relative to the surface patch. Figure 2-3 represents such a situation arising.
Frictional point contacts:

Frictional point contacts have an advantage over the preceding point contacts in the sense that they allow forces to be exerted in directions other than parallel to the surface normal, depending on the coefficient of friction between the finger and surface patch. The value of this coefficient defines a friction cone inside which, a non-slipping force can be exerted. Figure 2-4 shows an example friction cone on a concave contact patch for this type of contact.

![Friction Cone Diagram](image)

Figure 2.4: Example friction cone for frictional point contact.

The coefficient of friction, \( \mu \), between the finger and surface patch produces a friction cone of angle \( 2\theta \) parallel and opposite to the contact normal, where:

\[
\theta = \tan^{-1}(\mu)
\]

If a force is exerted by the finger contact outside the boundary specified by the friction cone, the result will be that the finger contact will slip with respect to the surface patch. Obviously it is preferable to have relatively high coefficients of friction between the finger and surface patch as this allows a greater range of force directions useable by the finger contact, thus a more useful finger contact overall.

Soft finger contacts:

This is the most powerful of the three finger contact types, so it is no surprise that it is the most complex to model. Soft finger contacts are compliant, so they possess the ability to mould themselves around their contact surface to some degree, resulting in larger friction cones than would be attained by the previous finger contact type in similar situations. Soft finger compliance is especially useful when considering the grasping of edges and vertices, as soft fingers can constrain an object around such features by deforming around the feature, the
deformation depending upon such criteria as the shape of the contact and the shape, size and compliance of the finger. This is a useful property of this finger type, although this research is concerned with the grasping of objects via surface contact points as opposed to edge and vertex contact points.

Figure 2.5: Example force exertion ranges for soft fingers (with zero friction) on (a) planar, (b) concave and (c) convex surface patches.

The radius of the finger is one factor determining the resultant area of contact between the finger and surface patch. The range of possible forces within which the soft finger can safely (i.e. without slipping) exert a force, without considering friction for the moment, lies within the group of force directions parallel and opposite to the surface normals at the perimeter of the area of contact between the finger and its surface patch. Figure 2-5 illustrates this 2-dimensionally for three example surface patches.

Figure 2-5(c) reveals a potential problem which arises with this representation for convex patches. It suggests that in the situation of convex patches, any forces the soft finger can safely exert must lie in a direction such that they pass through the point where the range of possible forces crosses over. How this problem is overcome is discussed in more detail in Chapter 3.

The result of adding friction to this system is that each force direction on the perimeter of the range of contact forces is rotated outward by angle $\theta$ (where once again $\theta = \tan^{-1}\mu$), as in Figure 2-6. The overall effect of this is a wider range within which the soft finger can exert forces without slipping.

An additional property of this type of finger contact is that it can produce a resistance to torque around the surface normal of the contact, as represented in Figure 2-7.

The modeling and implementation of soft finger types, along with the other two finger contact types, are explained in greater detail in the next chapter.
2.2.3 Local contact points and transformations

Analysis of a grasp involves the transformation of contact positions and force directions from their local coordinate systems to a global coordinate system. If the transformation matrix is represented in homogeneous coordinates then the transformation can be accomplished by the matrix multiplication:

\[
\begin{pmatrix}
R_{11} & R_{12} & R_{13} & T_1 \\
R_{21} & R_{22} & R_{23} & T_2 \\
R_{31} & R_{32} & R_{33} & T_3 \\
0 & 0 & 0 & 1
\end{pmatrix}
\begin{pmatrix}
U_x \\
U_y \\
U_z \\
1
\end{pmatrix} =
\begin{pmatrix}
V_x \\
V_y \\
V_z \\
1
\end{pmatrix}
\]

where \( R_{ij} \) are rotation elements, \( T_j \) are translation elements, \( U \) is a 3-dimensional vector in local coordinates and \( V \) is a corresponding vector in the global coordinate system.

2.3 Miscellaneous control variables

Some of the inputs to the system exist purely for the function of setting control parameters to the three analysis processes of the system. The values of these parameters affects the results the system produces, as described below.

2.3.1 Upper and lower bounds on force values

Many grasps involve the use of counteracting parallel forces to constrain the object within certain dimensions; for example, given two force magnitudes \( f_1, f_2 \), one counteracting the
Figure 2.7: Soft fingers can resist torque about their surface normals.

other on the opposite side of an object such that for an equilibrium to exist:

\[ f_1 = -f_2 \]

If the two forces are unbounded then there is an infinite number of possible solutions for these force values. It is desired that the system produces a finite value for each force in a situation of equilibrium. A way of accomplishing this is to impose a maximum upper bound, \( u_f \) on each force value such that for all force values \( f_i \), the following holds:

\[ f_i \leq u_f \]

Similarly, a lower bound, \( l_f \) is introduced such that:

\[ f_i \geq l_f \]

If this lower bound is set to zero, then it allows finger contacts to potentially exert zero force to the object grasp. This may be a desired situation, but usually if a finger contact is part of a grasp then it should exert some useful counteracting force, otherwise it is redundant, and introducing a lower bound greater than zero ensures that this happens.

2.3.2 Angle of gravitational stability

The stability analysis part of the program tests for equilibrium of the grasp during the perturbation of the gravity vector within a cone of stability. The size of the cone is determined by the input angle of gravitational stability.
• Maximum patch displacement range: \( d \) (scalar)

• Number of finger contacts: \( n \) (integer)

For each finger contact \((i)\):

• Finger contact type: \( t_i \) (integer \( \in 1, 2, 3 \) encoding frictionless, frictional, soft finger contact)

• Local coordinate of finger contact point: \( \vec{p}_i \) (3d vector)

• Transformation matrix for contact point: \( T_i \) (4 \times 4 matrix)

• Biquadratic surface patch at contact: \( \vec{b}_i \) (coefficient vector of biquadratic equation)

For each frictional finger contact \((i)\):

• Coefficient of friction between finger & contact surface: \( \mu_f \) (scalar)

For each soft finger contact \(i\):

• Radius of finger: \( r_i \) (scalar)
2.3.3 Maximum patch displacement range

In the dynamic analysis of the system finger contacts can slip from their initial contact position on their local surface patches. The maximum distance they are allowed to slip before the grasp is deemed to have failed is determined by the maximum displacement range \( d \). This is an input to the system which defines a circular area around each initial contact position within which slippages are analysed.

2.3.4 Tolerance values

The reason for introducing tolerance values into the system is to handle certain errors which can occur in calculating force and wrench convexes. The errors, \( \epsilon \), are typically small, and can be the result of rounding errors in floating point multiplication, or more dominantly from approximating a real surface with a mathematical equation.

The tolerance values are used in the equilibrium analysis such that instead of testing for equality:

\[
x_1 = x_2
\]

we test for equality within a certain tolerance range:

\[
x_2 - \epsilon \leq x_1 \leq x_2 + \epsilon
\]

The tolerance values input to the system determine the size of this range.

2.4 Summary

This chapter has been concerned with the input requirements of the system and the relevance of such data in the construction of the system's world model.

The following is a comprehensive list of required input data:

- Direction & magnitude of gravitational acceleration: \( \vec{g} \) (3d vector)
- Centre of mass of the object: \( \vec{c} \) (3d vector)
- Moment of inertia of the object: \( I \) (3 x 3 matrix)
- Tolerance value for errors: \( \epsilon \) (scalar)
- Upper & lower bounds on force values: \( u_f, l_f \) (scalar)
- Maximum angle for gravitational stability tests: \( \theta_s \) (scalar)
Chapter 3

Equilibrium Analysis

The equilibrium analysis system is used to determine whether or not a solution is possible for the object grasp to be in a state of static equilibrium, and if so finds a minimal set of values and directions for the finger contact forces.

3.1 Mapping the problem onto equations

In Chapter 2 we saw a selection of input data required by the system. In this section we will see how some of this data is mapped onto an equation form so it can be solved by the system.

3.1.1 Calculating surface normals

Surface normals are used extensively in the modelling of the three finger contact types. This section explains how they are computed from the finger contact and surface patch data.

Given the following two pieces of information:

- Equation of the surface patch of the form: \( z = ax^2 + by^2 + cxy + dx + ey + f \)
- Local contact position of finger on the patch: \( \vec{x}_i = (x, y, z) \)

the resulting surface normal, \( \vec{n}_i \) is:

\[
\pm \begin{pmatrix}
\frac{\partial z}{\partial x} \\
\frac{\partial z}{\partial y} \\
-1
\end{pmatrix}
\]

where:

\[
\frac{\partial z}{\partial x} = 2ax + cy + d
\]
\[ \frac{\delta z}{\delta y} = 2by + cx + e \]

The ± sign of the contact normal determines whether the normal is into the surface (+ sign) or out of the surface (− sign). This is demonstrated by figure 3-1. The normals into the surface are used for calculating force directions.

![Diagram of contact normal](image)

Figure 3.1: Contact normal for an example surface and contact point.

### 3.1.2 Calculating torques from forces

Any finger contact which exerts a force on the object has the potential of exerting a torque on the object. The centre of mass of the object can be used as a reference point about which the torques are exerted. This section deals with calculating such torques in a 3-dimensional system.

Given the following information:

- Direction of force \( i \) on the object, \( \vec{v}_i \)
- Origin of this force, \( \vec{p}_i \)
- Centre of mass of the object, \( \vec{c} \)

The resultant component of torque, \( \vec{t}_i \), can be calculated with the aid of the vector cross-product formula (eg. Plastock & Kalley [4]) as follows:

\[ \vec{t}_i = (\vec{c} - \vec{p}_i) \times \vec{v}_i - f_i \text{ } \text{modulus of force} \]
where } \mathbf{x} = \text{vector cross-product}. \text{ The result is a vector perpendicular to the plane defined by } \vec{\mathbf{c}}, \vec{\mathbf{p}}_i \text{ and } \vec{\mathbf{v}}_i, \text{ and the resultant component of torque acts about this vector, as depicted in Figure 3-2.}

![Figure 3.2: Example of a resultant torque in a 3-dimensional system.](image)

### 3.1.3 Implementation of the finger models

The three finger models were described theoretically in Chapter 2. In order for the equilibrium analysis program to use such models they first have to be converted into a computational representation.

#### 3.1.3.1 Frictionless point finger contacts

Frictionless point finger contacts can exert a force in one direction only — the direction parallel to the surface normal between the point contact and surface patch. As a result the implementation of a frictionless point finger model is straightforward, it simply involves constraining the range of possible force directions exeritable by this type of contact to the single direction defined by the surface normal.

Similarly, this type of finger contact is constrained to exerting a torque in one direction only. The reason for this is that the direction of torque exerted by a finger contact is a function of the position of the finger contact, the centre of mass of the object, and the direction of force exerted by the finger. The finger contact position and the centre of mass of the object are constant values, so as the force direction is constrained to a single value, then so is the direction of torque exerted by this finger contact type.

If a particular grasp contains } N_f \text{ frictionless point contacts, then the resultant force and torque convex for these contacts (in the global coordinate system) will be:}
\[
\left( \sum_{i=1}^{N} f_i \vec{n}_i \right) / \left( \sum_{i=1}^{N} f_i \vec{n}_i \times (\vec{x}_i - \vec{c}) \right)
\]

(3.1)

where \( f_i \) is the force exerted by finger \( i \), \( \vec{n}_i \) is the direction of force, \( \vec{c} \) is the position vector of the centre of mass of the object, and \( \vec{x}_i \) is the position vector of finger contact \( i \).

3.1.3.2 Frictional point finger contacts

This type of finger contact requires more consideration than its predecessor, as there is a range of directions within which it can exert a useful force. This range is defined by a friction cone model (as described in Chapter 2), so in order to constrain the possible force directions to lie inside the friction cone, a computational representation of the cone is needed.

A key idea in the implementation is to approximate the theories and equations linearly if possible, the reason being that linear programming can then be used to solve the equations, which is theoretically simpler and typically computationally less expensive than would be the case if higher order methods were resorted to in solving the equations.

In Chapter 2, figure 2-4 showed an example friction cone for a frictional point finger contact. This cone can be thought of as a vector displaced by angle \( \theta \) from the direction vector of the contact normal, rotated by 360° around the direction vector of the contact normal.

Such a friction cone can be approximated linearly by considering the convex sum of a set of \( N \) vectors, which lie on the boundary of the cone. Figure 3-3 (b) shows an example for \( N = 4 \). The convex sum of the vectors defines a range which approximates to the range of the friction cone model. Using this approximation a useful force direction (one which lies within the boundary specified by the friction cone) can be defined as any vector which is a linear combination of the set of \( N \) boundary vectors.

There is a trade off here in choosing the number \( N \) of boundary vectors — the greater the \( N \), the closer the approximation to the friction cone model, but the greater the computational cost.

It was decided that using \( N = 4 \) boundary vectors gives an accurate enough approximation to the friction cone model. Obviously there are possible force directions on or near the boundary of the friction cone model which the linear approximation would not allow (Figure 3-3 (c)). This can be justified by considering the fact that force directions that lie towards the centre of the friction cone model are typically safer, and force directions on or near the boundary of the friction cone are dangerously close to slipping, so there is no great loss if the approximation eliminates the possibility of certain boundary force directions.

The friction cone approximations were implemented with the aid of some 3-dimensional transformations (for example, Plastock & Kalley [4]). The basic method is as follows:
Figure 3.3: Example friction cones — a) model, b) linear approximation, c) both together.

1. Rotate the contact normal (in global coordinates) such that it lies on the positive $z$-axis.

2. Rotate the result about the $x$ and $y$ axes by $\pm \theta$, (where $\theta = \tan^{-1} \mu$, $\mu$ = coefficient of friction), to give four vectors.

3. Rotate these four vectors inversely to the rotation of (1.) to give the boundary vectors in their global coordinate orientation.

This method can be seen diagrammatically in Figure 3-4 for an example contact normal and coefficient of friction.

Figure 3.4: Method of producing friction cone approximation from contact normal: (a) rotate normal to positive $z$ axis, (b) rotate by $\pm \theta$ about $z$ and $y$ axes, (c) rotate results inversely to (a).

As a frictional point contact is capable of exerting a force in a number of possible directions,
so too is it capable of exerting a torque in a number of directions. The range within which
valid torques can be exerted is found by taking the convex sum of the torques of the boundary
force vectors.

If a particular grasp contains \( N_f \) frictional point contacts, then the resultant force and
torque convex for these contacts (in the global coordinate system) will be:

\[
\left( \frac{\sum_{j=1}^{N_f} \sum_{k=1}^{4} f_{jk} \nu_{jk}}{\sum_{j=1}^{N_f} \sum_{k=1}^{4} f_{jk} \nu_{jk} \times (\vec{x}_j - \vec{c})} \right)
\]

where \( f_{jk} \) is the component of force exerted by finger \( j \) in direction of boundary vector \( \nu_{jk} \),
\( \vec{c} \) is the position vector of the centre of mass of the object, and \( \vec{x}_j \) is the position vector of
finger contact \( j \).

### 3.1.3.3 Soft finger contacts

Once again it is preferable to approximate the finger contact model with linear components
if possible, although it is slightly more complicated for this type of finger contact than it was
for the previous one. The two key differences between this type of finger contact and the
previous type are:

- Soft finger contacts occupy an area of surface patch rather than a single point on the
  patch.
- Soft finger contacts can resist torque about their surface normals, to some extent.

Before discussing details concerning the implementation of a soft finger model I will take
this opportunity to point out the main problems in computationally modelling the two prop-
erties of soft finger contacts listed above. The first of these properties describes an area of
contact between finger and surface, but the size of this area is determined by a variety of
factors — the size of the finger, the compliance of the finger, the shape of the surface patch,
the amount of force exerted by the finger on the surface, to name but a few. The second of
the above properties mention the soft fingers' resistance to torque about their surface nor-
mals, but to what extent can they resist torque? Yet again this is dependent on a number
of contributing factors, for example the coefficient of friction between finger and surface, the
are of contact between finger and surface, the amount of force exerted by the finger on the
surface, etc.

In order to make the modelling of soft finger contacts feasible for this system some sim-
plifying assumptions are added to the model:

- The area of surface patch occupied by the finger will be circular and of constant size
  defined by \( r \), the radius of the circle, i.e. assume a circular fingertip.
• The soft finger will be able to resist torque about its surface normal up to a maximum value defined by the upper bound value $u_f$ (section 3.3.1).

With these assumptions in mind, the implementation of a computational model for soft finger contacts is made significantly easier.

In a similar way to frictional point finger contacts it would be preferable to approximate the range within which a force can exert a force by considering the convex sum of a set of four linear vectors. The difference here is that the vectors will not all share the same position on the contact surface as they did for the previous finger contact. To give a relatively close approximation to the soft finger contact, the four vectors should all lie somewhere on the perimeter of the circular arc defining the region of contact between the finger and surface. They should represent the minimum and maximum principle components of curvature of the contact, (ie. one of the vectors should lie at a position on the perimeter where the normal has the greatest displacement from the normal at the centre of the patch, and one should lie at a position where the normal has the least displacement). The other two vectors should lie in positions directly opposite to the above positions in order that as much area of surface contact as possible is approximated. Figure 3-5 shows an example of this for boundary vectors $v_1$ to $v_4$.

![Diagram of soft finger force range linearly](image)

Figure 3.5: Approximating a soft finger force range linearly.

Regarding the problems associated with convex surface patches (as described in section 3.2.2), a solution is to treat the surface contacts as co-planar, thus alleviating the problem of surface normal ranges crossing over. This justification of this is that for convex patches of relatively low components of curvature (ie. the $z^2$ or $y^2$ coefficients are small and negative), then approximating them to planar patches only introduces a relatively small distortion into the approximation, which is diluted further by the simplifying assumptions already made about the system. Conversely, convex patches of relatively high components of curvature (ie. the $z^2$ or $y^2$ coefficients are large and negative) are more likely to represent edge or vertex contacts than facial surface contacts, which the system does not analyse in any case.
Adding friction to the four boundary vectors involves rotating each boundary vector by angle $\theta$, ($\theta = \tan^{-1} \mu$), about an axis perpendicular to a line joining the centre of the circular patch and the position of the boundary vector on the perimeter of the circle. Once again this can be implemented with such 3-dimensional transformations as described by Plastock & Kalley[4]. Figure 3.6 reveals the addition of friction to a boundary vector in an example situation. The range within which a soft finger can exert a force is defined as the convex sum of the four boundary vectors.

![Diagram showing area of surface contact and rotation](image)

**Figure 3.6:** Adding friction to a boundary vector.

As with frictional point contacts, soft finger contacts are capable of exerting a force in a variety of possible directions, and so too are capable of exerting torques in numerous directions. Unfortunately the use of extended point contacts to approximate the model allows a certain property of the approximation which would not be possessed by a real soft finger contact — that of allowing an arbitrary force and torque to be exerted from a distinct point within the surface contact, as shown in Figure 3.7 (a). In a real soft finger contact the force and torque would be spread more evenly throughout the surface contact of the finger as in Figure 3.7 (b).

In the vast majority of cases the linear approximation is an adequate representation of the soft finger model, so I will leave this undesirable property as a potential for further refinement, as the amount of work required to eliminate this problem far exceeds any benefits gained from such an elimination.

Given this implementation of soft finger contacts by linear approximation, the resultant force and torque convex for $N_f$ soft finger contacts (in the global coordinate system) will be the following:
Figure 3.7: An example force & torque exerted by (a) linear approximation of soft finger model, (b) soft finger model.

\[
\left( \sum_{k=1}^{N_f} \sum_{b=1}^{4} f_{kb} \vec{n}_k \right) + \left( \sum_{b=1}^{4} \sum_{k=1}^{N_f} f_{kb} \vec{v}_{kb} \times \left( \vec{x}_{kb} - \vec{c} \right) \right) \tag{3.3}
\]

where \( f_{kb} \) is the component of force exerted by finger \( k \) in direction of boundary vector \( \vec{v}_{kb} \), \( \vec{c} \) is the position vector of the centre of mass of the object, \( \vec{x}_{kb} \) is the position vector of boundary vector \( \vec{v}_{kb} \), and \( f_{kb} \vec{n}_k \) is the torque about the normal of the finger contact.

3.2 Solving the equations by linear programming

3.2.1 Conditions for equilibrium to exist

For a state of equilibrium to exist on an object grasp, all forces acting on the object must balance, and all torques acting on the object must balance.

Using equations (4.1), (4.2) and (4.3) and the additional gravitational force vector \( \vec{mg} \), the condition for equilibrium can be described by the following equation:

\[
\vec{mg} + \left( \sum_{i=1}^{N_i} f_{i} \vec{n}_i \right) + \left( \sum_{j=1}^{N_j} \sum_{b=1}^{4} f_{jb} \vec{v}_{jb} \times \left( \vec{x}_{jb} - \vec{c} \right) \right) + \left( \sum_{k=1}^{N_k} \sum_{b=1}^{4} f_{kb} \vec{v}_{kb} \times \left( \vec{x}_{kb} - \vec{c} \right) \right) = 0 \tag{3.4}
\]

The equation can be solved by finding a set of force and torque values such that:

\[
\sum (force \ values \times \ force \ directions) = 0
\]

\[
\sum (torque \ values \times \ torque \ directions) = 0
\]
where force values and torque values are scalar quantities, and are related to each other.

There are typically numerous solutions to this equation. The addition of upper and lower bound constraints on force and torque values limits the possible solutions to a subset of more sensible values.

3.2.2 Linear programming

The concept of linear programming refers to the maximisation of a linear function subject to a set of constraints. Using the theory and terminology from Press et al [5], the function to be maximised (the objective function) is of the form:

\[ z = a_0 x_1 + a_0 x_2 + \ldots + a_0 x_N \]

where all the \( x_i \)'s are non-negative (the primary constraint). The function can also be made subject to a set of additional constraints of the form:

\[ a_1 x_1 + a_2 x_2 + \ldots + a_1 x_N \leq b_1 \geq 0 \]
\[ a_j x_1 + a_j x_2 + \ldots + a_j x_N \geq b_j \geq 0 \]
\[ a_k x_1 + a_k x_2 + \ldots + a_k x_N = b_k \geq 0 \]

The process of maximising the function \( z \) can be thought of as the search for a solution coordinate in \( N \)-dimensional space, the boundaries of which are determined by the above constraints. Each inequality constraint separates the search space with a hyperplane such that valid solutions are restricted to one side of the plane (or on the plane itself). Each equality constraint defines a surface in the space such that valid solutions are restricted to lie on such a surface.

The constraints are used to define upper and lower bounds on the force values of the finger contacts, and to restrict the sum of force and torque values in the \( x \), \( y \) and \( z \) planes to zero (± tolerance value).

3.2.3 Restricting force values

For each frictionless finger contact \( i \), the force value \( f_i \) of the finger contact is restricted with upper bound \( u_f \) and lower bound \( l_f \) such that:

\[ f_i \leq u_f \]
\[ f_i \geq l_f \]
For every frictional finger contact \( j \), the force values \( f_{j1}, f_{j2}, f_{j3}, f_{j4} \) of the force range vectors are restricted such that:

\[
f_{j1} + f_{j2} + f_{j3} + f_{j4} \leq u_f
\]

\[
f_{j1} + f_{j2} + f_{j3} + f_{j4} \geq l_f
\]

ie. the sum of the force range values (which defines the total force value of the contact) is constrained by the upper bound on force values, \( u_f \). Additionally, the sum of force range values is constrained by the lower bound, \( l_f \). This means that individual force values are allowed to be zero, which is fine because not all force range values need contribute to the total force value of the contact.

For each soft finger contact \( k \), the force values \( f_{k1}, f_{k2}, f_{k3}, f_{k4}, f_k \) of the force range vectors are restricted such that:

\[
f_{k1} + f_{k2} + f_{k3} + f_{k4} \leq u_f
\]

\[
f_{k1} + f_{k2} + f_{k3} + f_{k4} \geq l_f
\]

\[
f_k \leq u_f
\]

The reasons for constraints on \( f_{k1}, f_{k2}, f_{k3}, f_{k4} \) are the same as for frictional point contacts. The third constraint limits \( f_k \), which represents the resistance to torque about the surface normal of the finger.

### 3.2.4 Constraining the total force and torque values

The restriction of total force and torque values of all fingers, as defined by equation (4.4) is achieved by considering the component's total forces and total torques separately in their \( x, y \) and \( z \) planes. The result of this is the following twelve inequality constraints:

\[
f_1 \hat{n}_{1x} + f_{j1} \hat{v}_{1x} + f_{j2} \hat{v}_{2x} + f_{j3} \hat{v}_{3x} + f_{j4} \hat{v}_{4x} + f_{k1} \hat{v}_{k1x} + f_{k2} \hat{v}_{k2x} + f_{k3} \hat{v}_{k3x} + f_{k4} \hat{v}_{k4x} + g_j \leq \epsilon
\]

\[
f_1 \hat{n}_{1y} + f_{j1} \hat{v}_{1y} + f_{j2} \hat{v}_{2y} + f_{j3} \hat{v}_{3y} + f_{j4} \hat{v}_{4y} + f_{k1} \hat{v}_{k1y} + f_{k2} \hat{v}_{k2y} + f_{k3} \hat{v}_{k3y} + f_{k4} \hat{v}_{k4y} + g_j \leq \epsilon
\]

\[
f_1 \hat{n}_{1z} + f_{j1} \hat{v}_{1z} + f_{j2} \hat{v}_{2z} + f_{j3} \hat{v}_{3z} + f_{j4} \hat{v}_{4z} + f_{k1} \hat{v}_{k1z} + f_{k2} \hat{v}_{k2z} + f_{k3} \hat{v}_{k3z} + f_{k4} \hat{v}_{k4z} + g_j \leq \epsilon
\]

\[
f_1 \hat{l}_{1x} + f_{j1} \hat{v}_{1x} + f_{j2} \hat{v}_{2x} + f_{j3} \hat{v}_{3x} + f_{j4} \hat{v}_{4x} + f_{k1} \hat{v}_{k1x} + f_{k2} \hat{v}_{k2x} + f_{k3} \hat{v}_{k3x} + f_{k4} \hat{v}_{k4x} + f_k \hat{n}_{k2x} \leq \epsilon
\]

\[
f_1 \hat{l}_{1y} + f_{j1} \hat{v}_{1y} + f_{j2} \hat{v}_{2y} + f_{j3} \hat{v}_{3y} + f_{j4} \hat{v}_{4y} + f_{k1} \hat{v}_{k1y} + f_{k2} \hat{v}_{k2y} + f_{k3} \hat{v}_{k3y} + f_{k4} \hat{v}_{k4y} + f_k \hat{n}_{k3y} \leq \epsilon
\]
\[ f_s \mathbf{t}_{ij} + f_j \mathbf{t}_{ij} - f_j \mathbf{t}_{ij} - f_j \mathbf{t}_{ij} = f_j \mathbf{t}_{ij} - f_j \mathbf{t}_{ij} - f_j \mathbf{t}_{ij} - f_j \mathbf{t}_{ij} = f_j \mathbf{t}_{ij} - f_j \mathbf{t}_{ij} - f_j \mathbf{t}_{ij} - f_j \mathbf{t}_{ij} \leq \epsilon \]

\[ -f_i \mathbf{n}_{ix} - f_j \mathbf{n}_{ij} - f_j \mathbf{n}_{ij} - f_j \mathbf{n}_{ij} = f_j \mathbf{n}_{ij} - f_j \mathbf{n}_{ij} - f_j \mathbf{n}_{ij} - f_j \mathbf{n}_{ij} \leq \epsilon \]

\[ -f_i \mathbf{n}_{iy} - f_j \mathbf{n}_{ij} - f_j \mathbf{n}_{ij} - f_j \mathbf{n}_{ij} = f_j \mathbf{n}_{ij} - f_j \mathbf{n}_{ij} - f_j \mathbf{n}_{ij} - f_j \mathbf{n}_{ij} \leq \epsilon \]

\[ -f_i \mathbf{n}_{iz} - f_j \mathbf{n}_{ij} - f_j \mathbf{n}_{ij} - f_j \mathbf{n}_{ij} = f_j \mathbf{n}_{ij} - f_j \mathbf{n}_{ij} - f_j \mathbf{n}_{ij} - f_j \mathbf{n}_{ij} \leq \epsilon \]

where the \( f_s \)s correspond to frictionless point contacts, \( f_j \)s to frictional point contacts, and \( f_k \)s to soft finger contacts.

The first three of these constraints restrict the sum of force values in their \( x \), \( y \) and \( z \) directions to be less than or equal to \( \epsilon \), the tolerance value. The next three restrict the sum of torque values in their \( x \), \( y \) and \( z \) directions to be less than or equal to \( \epsilon \). The remaining six constraints are similar to the first six, but restrict the sums to be greater than or equal to the negative of \( \epsilon \).

### 3.2.5 Defining a good objective function

The objective function is the one that linear programming tries to maximise. The objective function need not be linear; Hillier & Lieberman [2] describe how to implement a quadratic objective function by exploiting a property of logarithmic addition. The concern is this — what values should the coefficients of the function be allocated in order to achieve an equilibrium with optimal force values?

A sensible idea is to want to minimise the sum of all force magnitudes acting on the object. The justification of this is that if a grasp is in equilibrium, but unstable such that a slight perturbation of the object results in a slip, if the force magnitudes acting on the object were minimal the slip would be generally less erratic than would be the case if the force magnitudes were stronger.

A different idea is to want to keep the force directions of fingers with friction as near to the centre of their friction cones as possible. This is justified by the assumption that force directions near the centre of the friction cones are generally safer than force directions near
the boundary of the friction cones, which are on the verge of slipping. This can be achieved by ensuring that the coefficients of all force directions defining a friction cone are equal.

The two ideas above both make the assumption that all of the finger contacts play an equally important role in the outcome of a grasp. It could be the case that one finger contact is of more importance than the others in a particular grasp, and its attributes should be minimised (or maximised) at the expense of others. Deciding which contacts are of greater importance for arbitrary object grasps implies a need for empirical knowledge about each grasp.

The final decision was to live with the assumption that all finger contacts were of equal importance, and set the coefficients of all force values in the objective function to \(-1\). This minimises the sum of all force values (as maximising negative coefficients = minimising positive coefficients), and attempts to centralise force directions within their friction cones.

3.2.6 Using the simplex algorithm

The equations defining a state of equilibrium can be solved using a method first published by Dantzig [1] called the simplex method. In order to use the simplex algorithm the equations need to be transformed into restricted normal form. The transformation is explained in detail in Press et al [5]; it basically involves transforming inequality constraints into equality constraints (normal form) by introducing artificial variables to the equations, and ensuring that each constraint contains a unique variable with a positive coefficient (restricted normal form).

The simplex code used in the analysis is taken directly from Press et al [5], and is based on the implementation of Kuenzi et al [3].

When the algorithm is executed it returns with a flag whose value indicates one of three possibilities:

- A finite solution has been found.
- The objective function is unbounded.
- No solution satisfies the constraints.

As a result of the stringent constraints placed on the force values of each finger contact, the second of the three possibilities should never arise in the analysis.

3.2.7 Postprocessing to retrieve data

If a finite solution is found by the simplex algorithm for an object grasp, the magnitude and direction of force and torque values for each finger contact can be calculated from the resultant simplex data. For each variable in the original objective function, if the resultant coefficient is
non-zero, there is an index to it returned by the simplex algorithm. If the resultant coefficient
is zero, it is in a different index and is not needed in the solution.

For each frictionless point finger contact \( i \), the resultant force \( \vec{F}_i \), and torque \( \vec{T}_i \), is calculated by multiplying the indexed coefficient \( f_i \) by the force and torque directions:

\[
f_i \vec{n}_i = \vec{F}_i
\]

\[
f_i \vec{t}_i = \vec{T}_i
\]

For each frictional point finger contact \( j \), the resultant force \( \vec{F}_j \), and torque \( \vec{T}_j \), is calculated by multiplying the indexed coefficients \( f_{j1}, f_{j2}, f_{j3}, f_{j4} \) by their respective force and torque directions, and summing the totals:

\[
f_{j1} \vec{v}_j + f_{j2} \vec{v}_j + f_{j3} \vec{v}_j + f_{j4} \vec{v}_j = \vec{F}_j
\]

\[
f_{j1} \vec{t}_j + f_{j2} \vec{t}_j + f_{j3} \vec{t}_j + f_{j4} \vec{t}_j = \vec{T}_j
\]

The resultant force \( \vec{F}_k \), and torque \( \vec{T}_k \) of soft finger contacts are calculated in the same way as frictional point contacts. The soft finger contact also possesses a resultant torque about its surface normal, \( \vec{n}_k \):

\[
f_{k1} \vec{v}_k + f_{k2} \vec{v}_k + f_{k3} \vec{v}_k + f_{k4} \vec{v}_k = \vec{F}_k
\]

\[
f_{k1} \vec{t}_k + f_{k2} \vec{t}_k + f_{k3} \vec{t}_k + f_{k4} \vec{t}_k = \vec{T}_k
\]

\[
f_k \vec{n}_k = \vec{n}_k
\]

### 3.2.8 Verifying results produced by the simplex algorithm

The simplex algorithm returns from execution with either a finite solution for equilibrium or
a flag signalling that no solution was found that satisfies the constraints.

The situation where a finite solution is found can be verified by summing the resultant
force and torque magnitudes and directions, and checking that they equal zero (\( \pm \epsilon \)).

The second (no solution) situation is more difficult to verify. A possible verification would
be to run the same problem on a mathematically proven linear programming system and
check that no solution can be found on this system also.

### 3.3 Experimentation

The intention of the experiments for the equilibrium analysis system was to design a set
of systematic test data to examine the effectiveness of the three types of finger contact in
producing an equilibrium grasp on various types of object data.

The variables used in the experimentation include:

- Frictionless fingers, frictional point fingers, soft fingers with friction.
- Varied coefficients of friction for frictional fingers.
- Variety of different contact positions.
- Varied numbers of fingers.

The example test object used in the experimentation was a planar cube. The main purpose of the test was to compare the performance of the three finger types over a number of contact configurations, ranging from single contact points opposing gravity, to parallel opposing contact positions in the same plane as the centre of mass of the object, to parallel opposing contact positions in planes other than the centre of mass of the object, to non-parallel opposing contact positions in planes other than the centre of mass of the object. Example diagrams of these configurations can be seen in Figure 3-8.

![Diagram](image)

Figure 3.8: Example contact configurations — (a) single contact opposing gravity, (b) parallel opposing contacts in same plane as the centre of mass of the object & contact opposing gravity, (c) parallel opposing contacts in plane other than the centre of mass of the object & contact opposing gravity.

The results of the experimentation proved the following:

- For all three finger types, a minimum of one contact can be used to oppose gravity.
- The greater the coefficient of friction for frictional contacts and soft finger contacts, the better.
- Generally, frictionless point finger contact were the least effective of the three, frictional point contacts were much better, but soft finger contacts were the most impressive (for the same value of friction as frictional point contacts).

Results of the experimentation for equilibrium analysis can be found in Appendix A.
3.4 Discussion and summary

The equilibrium analysis system was implemented with a fair amount of success. The program achieves what is required of it in the sense that it states whether or not there is a possible equilibrium situation for arbitrary object grasps. It also returns a magnitude and direction of force and torque values for each finger contact in the analysis.

Possible improvements and further work could be done in the following areas of the equilibrium analysis system:

- The analysis system could be modified to model grasping of objects via edge and vertex contacts as well as the current grasping of surface contacts.

- The system could be updated from a linear one to a higher order: one in order to remove the need for linear approximations.

- The soft finger model could be made more accurate by incorporating an elastic membrane model so deformations of the finger around surface contact patches could be modelled.

To summarise, in this chapter we have seen how the equilibrium analysis of a grasp involves the conversion of a world model into a sequence of linear equations, and through linear programming it can be determined whether the equations have a solution or not. If a solution is available, the object grasp is capable of static equilibrium, and an optimum solution can be searched for. If no solution is found then the grasp can not be capable of static equilibrium.
Chapter 4

Stability analysis

Chapter 3 explained how a grasp can be tested for equilibrium. An equilibrium grasp is satisfactory for an object to be held stationary with no external forces other than gravity acting on it, but testing for equilibrium is not enough if the object is to undergo even the slightest movements. If an object in the state of equilibrium is moved it may slip, as any movement introduces an accelerational force on the object. The purpose of stability analysis is to assess whether or not the object grasp is likely to remain in equilibrium despite small changes in external forces, i.e. how stable the object is.

4.1 Using the gravity vector to test stability

The gravity vector \( \vec{g} \) is viewed as an external force acting on the object. Other external forces can be modelled by altering the direction of the gravity vector. For example, if the gravity vector of a particular object grasp lies in a negative \( z \) direction such that \( \vec{g} = (0, 0, -9.81) \), and it is desired to add a slight force to this object grasp of magnitude \( f_x \) in a positive \( x \) direction, it can be added to \( \vec{g} \) to form \( \vec{g}' \) such that the sum of external forces on the object is \( \vec{g}' = (f_x, 0, -9.81) \). In this way any number of arbitrary external forces on an object by adding to the gravity vector the sum of such forces.

Assessing the gravitational stability of an object grasp involves the assessment of the security of the object grasp throughout a range of directions of gravity. The range of directions is defined by a cone of stability of angle \( \theta_s \), where \( \theta_s \) is the maximum angle through which the gravitational stability of an object is analysed. Figure 4.1 shows an example cone of stability for initial gravity vector \( \vec{g} = (0, 0, -9.81) \).

The level of stability of an object grasp can be analysed by performing numerous perturbations of \( \vec{g} \) within the cone of stability and testing the equilibrium of the object grasp for each perturbation. For a stable grasp an equilibrium will hold for all perturbations of \( \vec{g} \) within the stability cone. For an unstable grasp there are typically regions within the stability cone
within which equilibrium cannot be satisfied. These regions describe directions of force that the object grasp is unable to counteract.

4.2 Implementation of stability analysis

Stability analysis basically involves the repetition of the following process:

- Perturb the original gravity vector $\vec{g}$ by a precise amount to obtain a new gravity vector $\vec{g'}$.
- Analyse the equilibrium of the grasp with the replacement of $\vec{g}$ by $\vec{g'}$.

The perturbation of $\vec{g}$ should systematically envelop the range of the cone of stability. There is a trade-off here between the accuracy of the analysis and the time taken to achieve the analysis — the smaller the perturbations of $\vec{g}$ the greater the accuracy of the analysis, but also the greater the number of repetitions required to envelop the cone of stability.

The method of systematically perturbing the gravity vector is the following:

1. Rotate $\vec{g}$ by angle $\theta_1$ about the centre of mass of the object $\vec{c}$ in an arbitrary plane to obtain a vector $\vec{g}_2$.
2. Rotate $\vec{g}_2$ by angle $\theta_2$ about the original gravity vector $\vec{g}$ to obtain $\vec{g'}$.
3. Perform equilibrium analysis with new gravity vector $\vec{g'}$.

where (1.) is repeated for the range $\theta_1 = 0$ to $\theta_1$ in steps of $c_1$, ($c_1$ = a constant which divides $\theta_1$ exactly), and (2.) is repeated for the range $\theta_2 = c_2$ to $360^\circ$ in steps of $c_2$, ($c_2$ = a constant).
which divides 360 exactly). Figure 4-2 represents such perturbations for an example gravity vector $\vec{g}$.

![Figure 4.2: Testing for equilibrium within a cone of stability for an example $\vec{g}$.

To allow the visualisation of the stability of the object grasp the system produces a chart of the analysis. Each element in the chart is either a $o$ or a $z$ depending on the outcome of the equilibrium analysis for the element's respective gravity vector. The vertical axis of the chart represents the angle between the original gravity vector $\vec{g}$ and the perturbed gravity vector $\vec{g}^\prime$ (which relates to the size of external force on the grasp), and the horizontal axis represents the rotation of $\vec{g}^\prime$ about $\vec{g}$ (which relates to the direction of external force on the grasp). This assists the user in gaining a visual image of the stability of the grasp by inspecting the patterns of stable regions in the chart.

The stability analysis system also returns an absolute value of stability in terms of the percentage of equilibrium solutions during the analysis, which is useful for comparing the relative stability of object grasps.

### 4.3 Experimentation

The intention of the experiments for the stability analysis system was to design a set of systematic test data to examine the effectiveness of the three types of finger contact in producing an stable grasps on various types of object data.

The variables used in the experimentation include:

- Frictionless fingers, frictional point fingers, soft fingers with friction.
- Varied coefficients of friction for frictional fingers.
- Variety of different contact positions.
- Varied numbers of fingers.
The example test objects used were a planar cube, a concave cube, and a sphere. Figure 4-3 shows examples of these three test objects. The main purpose of the tests were to establish the level of stability each grasp configuration could produce, and to test whether stable grasps of lower quality finger types (eg. frictionless point finger contacts) could be achieved by higher quality finger types (eg. soft finger contacts) with less finger contacts.

(a)  

(b)  

(c)  

Figure 4.3: Example object types for stability analysis — (a) planar cube, (b) concave cube, (c) sphere.

The results of the experimentation proved the following:

- A small number of finger contacts (eg. 3) with high friction result in grasps as stable, if not more stable than a higher number (eg. 5 or 6) of frictionless finger contacts or finger contacts of relatively low friction.

- A good choice of contact positions makes a noticeable difference to the stability of the object grasp.

- In the case of soft finger contacts, concave surfaces patches generally resulted in more stable grasps than their planar counterparts did.

Results of the experimentation for equilibrium can be found in Appendix A.

4.4 Discussion and summary

The implementation of the stability analysis system was straightforward mainly because of the fact that it relies heavily on the success of the equilibrium analysis system. It allows the user to perceive a visual representation of the regions of stability and instability of an object grasp by displaying a chart, as well as displaying a percentage of the regions where static equilibrium is found during the analysis.

There are a few ways in which the system could be improved:
• A graphical interface could be written to display the state of the perturbation of $\vec{g}$ with respect to the object on a standard graphics package. Together with the stability chart already produced by the system this would allow the user to gain a clear idea about the stability of different configurations of object grasp.

• The perturbation of gravity vector $\vec{g}$ cannot produce external torques about the object's centre of mass, as it acts at the centre of mass of the object. This situation could be modified so that the stability of the object grasp is tested with external torques on the object as well as the existing external forces.

As a summary to this chapter, we have seen how the gravitational stability of the object can be assessed by performing numerous perturbations of the angle of the gravity vector $\vec{g}$ with respect to the object and assessing at each stage whether or not a static equilibrium is possible. The experimentation results showed the benefits of using soft finger contacts over the weaker finger contact types in terms of object grasp stability.
Chapter 5

Dynamic Analysis

If the equilibrium analysis of an object grasp signifies no solution for equilibrium, then the object will not remain stationary and will slip with respect to the finger contacts. It may be the case that the slip is such that the object only moves a small distance before coming to rest in an equilibrium position. Conversely the slip may be more severe and the object may move to such a position that finger contacts are no longer in range of their surface patches, in which case the grasp is deemed to have failed.

The purpose of the dynamic analysis system is to simulate the motion of the object as it slips and determine whether the contact geometries stop the slip or whether the object slips to a position or orientation out of range of the grasp. Figure 5-1 shows the operational structure of the dynamic analysis system.

5.1 Calculating the accelerational force and torque of the object

The accelerational force and torque of the object can be computed using a modified version of the equilibrium constraints used in the equilibrium analysis (see Section 4.2.4). Instead of constraining the force and torque values such that:

\[ \sum (force\ values \times force\ directions) = 0 \]
\[ \sum (torque\ values \times torque\ directions) = 0 \]

the constraints are modified such that:

\[ \sum (force\ values \times force\ directions) = \bar{f}_n \]
\[ \sum (torque\ values \times torque\ directions) = \bar{t}_n \]
where $\vec{f}_n$ is the resultant accelerational force and $t_n^r$ is the resultant accelerational torque of the object at the $n^{th}$ iteration of stability analysis.

The upper bound constraint $u_f$ is used to restrict $\vec{f}_n$ and $t_n^r$ to sensible values. As long as $u_f$ is large enough the simplex routine will produce a finite solution for these new constraints. The reason for this is that instead of constraining the sum of force values to zero ($\pm \epsilon$), they are now constrained to lie within the upper bound limit such that:

$$-u_f \leq \sum \text{force values} \leq u_f$$

$$-u_f \leq \sum \text{torque values} \leq u_f$$
The objective function, $z$ is also modified such that $f_n$ and $t_n$ are minimised, as opposed to the force values of the finger contacts which were minimised in the equilibrium analysis. The reason for wanting to minimise the resultant accelerational force and torque on the object is that in order to attempt to find an eventual equilibrium from the slip it is better to be optimistic and assume a minimal slip on the object rather than a slip with high acceleration.

### 5.2 Calculating the resultant object movement

The accelerational force and torque values acting on the object can be used to calculate the resultant movement of the object. The motion of the object can be decomposed into a translation (of the centre of mass) and a rotation (about the centre of mass) of the object.

#### 5.2.1 Translational motion of the object

The translational motion of the object can be calculated with the use of a standard physical law of motion:

$$\Delta x_n = x_n \Delta t + \frac{1}{2} x_n (\Delta t)^2$$

where $n$ is the current iteration of the analysis, $\Delta x_n$ is the change in displacement since the previous iteration, $x_n$ is the velocity of the object at the current iteration, $x_n$ is the acceleration of the object at the current iteration, and $\Delta t$ is the increment of time since the previous iteration.

The velocity of the object at the current iteration, $x_n$ can be calculated by:

$$x_n = x_{n-1} + x_{n-1} (\Delta t)$$

where $x_{n-1}$ is the velocity of the object at the previous iteration and $x_{n-1}$ is the acceleration of the object at the previous iteration.

The acceleration of the object, $x_n$ at the current iteration is calculated by:

$$x_n = g + \frac{f_n}{m}$$

where $g$ is the acceleration due to gravity, and $f_n$ is the resultant accelerational force at the $n^{th}$ iteration of the simplex routine.

Initially (at the $0^{th}$ iteration) the values are:

$$x_0 = 0$$

42
\[
\begin{align*}
x_0' &= 0 \\
x_0' &= \vec{\gamma} + \vec{f}_0 \frac{1}{\mathbf{M}}
\end{align*}
\]

which means that initially the centre of mass of the object is at its origin, its velocity is zero, and its acceleration is the sum of the acceleration due to gravity and the resultant force value from the first execution of the simplex routine in the analysis.

5.2.2 Rotational motion of the object

The rotation of the object about the centre of mass of the object can be calculated with the aid of the following formula:

\[ I_n = \Omega_n \]

where \( I_n \) is the resultant torque about the centre of mass of the object at the \( n^{th} \) iteration of the simplex routine, \( I \) is the moment of inertia matrix of the object (see Section 3.1.3), and \( \Omega_n \) is the angular acceleration about the centre of mass of the object at the \( n^{th} \) iteration of the analysis.

The moment of inertia matrix of the object \( I \), assuming a unitary mass of the object (Chapter 1) is the following:

\[
I = \frac{1}{\sum_j 1} \begin{pmatrix}
\sum (r_j x_j - x_j) & -\sum x_j y_j & -\sum x_j z_j \\
-\sum x_j y_j & \sum (r_j^2 - y_j^2) & -\sum y_j z_j \\
-\sum x_j z_j & -\sum y_j z_j & \sum (r_j^2 - z_j^2)
\end{pmatrix}
\]

where \( r_j^2 = x_j^2 + y_j^2 + z_j^2 \), and \( j \) is a segmentation of the object in the \( x \), \( y \), and \( z \) planes.

In order to calculate the angular acceleration of the object, \( \Omega_n \), where:

\[ \Omega_n = I^{-1} t_n \]

the inverse matrix of the inertia matrix, \( I^{-1} \) is needed. The inverse matrix can be calculated if inertia matrix \( I \) is non-singular (ie. has a none zero determinant). Generally \( I^{-1} \) can be calculated successfully, there are only a minority of cases (for example if the object to be grasped was an infinitesimally thin disc) where \( I^{-1} \) can not be computed, so for the sake of the analysis, the assumption is made that the shape of the object is such that the inverse of its moment of inertia matrix can be computed.

The change in angular rotation of the object about its centre of mass at the \( n^{th} \) iteration of the analysis, \( \Delta \Omega_n \) can be calculated with the use of the following formula:
\[ \Delta \vec{\Omega}_n = \vec{\Omega}_n \Delta t + \frac{1}{2} \vec{\Omega}_n (\Delta t)^2 \]

where \( \vec{\Omega}_n \) is the angular velocity of the object at the current iteration and \( \Delta t \) is the increment of time since the previous iteration.

The angular velocity about the centre of mass of the object at the current iteration, \( \vec{\Omega}_n \) is calculated by:

\[ \Delta \vec{\Omega}_n = \vec{\Omega}_{n-1} + \vec{\Omega}_{n-1} (\Delta t) \]

ie. the current angular velocity is the previous angular velocity with the addition of the angular velocity gain from the angular acceleration between the previous iteration and the current iteration.

Initially (at the 0\(^{th}\) iteration) the rotational motion variables are such that:

\[ \vec{\Omega}_0 = 0 \]
\[ \vec{\Omega}_0 = 0 \]
\[ \vec{\Omega}_0 = I^{-1} \vec{T}_0 \]

Once \( \Delta x_n \) and \( \Delta \vec{\Omega}_n \) have been established a transformation matrix, \( M_n \) can be formed with the use of canonical rotations (ie. about z, y and z axes) which premultiply the previous transformation matrix, \( M_{n-1} \) to give a transformation of the object from its original position to its new position. Initially the object is in its original position the initial transformation matrix, \( M_0 \) is the identity matrix.

### 5.3 Determining the positions of the new contact points

Now that the transformation matrix has been calculated, the new positions of the finger contact points on the patch can be calculated.

There are numerous possible ways in which the finger contacts may move in relation the movement of the object. For example, the finger joints may be flexible and if the movement of the object produces sufficient force the finger may move in a similar direction to its contact patch. Conversely the finger joints may be rigid, and the object patch drags along the finger contact as it slips as the finger remains stationary. As the project considers a grasp as a set of disembodied finger contacts, no information is known about the geometries of the finger joints, only the fingertips are considered. As a result, the assumption is made that each finger
can only move along the line of force that it exerts, so if the contact patch slips away from the finger joint, the finger joint moves in a forward direction along its line of exerted force to come into contact with the patch. If the patch slips into the finger joint, the finger joint moves in a backward direction along its line of force until the finger is in contact with the surface of the patch.

A problem arises in the use of the transformation matrix $M_n$ to reorientate the object in its new position. The problem is due to the use of local contact patches and transformations to a global coordinate position. The transformation matrix $M_n$ is specified in global coordinates, whereas the contact patches $\delta_i$ are specified in local coordinates in terms of a biquadratic equation. The biquadratic patch cannot be transformed in its local coordinate system, as it is not an $(x, y, z)$ vector, only points on the patch can be transformed using $M_n$ by transforming them with $T_i$, then transforming them by the object movement matrix $M_n$ to give the new position of the point in global coordinates, then transforming back to local coordinates by using the inverse transformation matrix $T^{-1}$.

The solution to this problem is not to transform the biquadratic patch at all, but to move the finger contacts and the gravity vector inversely to the transformation of the patch. Figure 5.2 shows an example where instead of transforming the object with respect to the contacts, the contacts (and the gravity vector, $\vec{g}$) can be transformed with respect to the object and the result is the same.

![Figure 5.2](image)

Figure 5.2: Equivalent object grasps with fingers $\vec{f}_1$, $\vec{f}_2$, $\vec{f}_3$ and gravity $\vec{g}$ for (a) object transformed, contacts and gravity static, (b) contacts and gravity transformed, object static.

This involves the use of inverse transformation matrices, as instead of transforming the biquadratic equation in global coordinates by matrix $M_n$, the finger points and gravity are transformed by the inverse matrix $M_n^{-1}$, (although gravity is not translated, only rotated). So the resultant transformation for a finger contact point $\vec{p}_i = (x, y, z)$ in its local coordinate
frame can be achieved by performing the following transformations:

\[ \tilde{q}_i = T^{-1} M_n^{-1} T(\tilde{p}_i) \]

where \( \tilde{q}_i \) is the resultant contact point in local coordinates.

The problem with the use of the above transformations is that the inverse transformation matrices \( T^{-1} \) and \( M_n^{-1} \) might not exist. A possible solution to this problem is to define all contact patches and contact points in terms of a global coordinate system as opposed to a local coordinate system with transformation to global coordinates, although this raises more problems in the sense that the reason for representing contact patches in their individual local coordinate systems in the first place was that patches could be modelled relatively accurately using biquadratic equations in local coordinates, whereas if global coordinates were used, the equations would be significantly more complicated. The severity of this problem was such that, due to a limited time period within which the problem had to be solved, an operational version of the dynamic analysis system was not implemented. Despite this fact I will explain the remaining theory behind the dynamic analysis system, with the assumption that the contact points were successfully translated.

Once the position of the object patches with respect to the finger contacts points have been established, the next step is to move the position of the contact points such that they lie on the patch. This is achieved by performing the following operation for each finger contact:

1. Find the resultant line of force exerted by each finger contact.
2. Intersect this line of force with the surface patch to find the new contact point.
3. If the new contact point lies out of range of the patch then the object is deemed to have slipped.

### 5.4 Checking for equilibrium

If the contact points still lie within range of their contact patches, defined by \( d \) (see Chapter 2), then the current object grasp orientation can be tested for equilibrium. This can be achieved with the aid of the equilibrium analysis system (see Chapter 3).

### 5.5 Experimentation

Unfortunately, because the dynamic analysis system was not operational, no experimentation could be performed on it. However, if the system was working, the main set of experimentation would be to test situations where a slip would eventually result in a state of static equilibrium, and where a slip would result in the local contact points being out of range, i.e. a failed grasp.
These situations would be tested on a variety of objects (i.e. concave, convex, planar, etc.) to determine which objects seem to be most robust in the case of slippage. Also the situations would be tested on different finger types, and different contact configurations in order to see the effect such differences have on slipping.

5.6 Discussion and summary

The theory behind the dynamic analysis system was relatively straightforward. The implementation issues were somewhat more complicated however. If a global coordinate system was implemented for equations of surface patches as opposed to a translation from local to global coordinates these implementational issues would be eased somewhat. Due to the limited time available during the commencement of the programming of the dynamic analysis system a new design was not implemented, one of the reasons for this being that if the coordinate systems were changed, they would have to be changed in the equilibrium analysis system too.

To summarise, Chapter 6 has been concerned with the dynamic analysis system. This system attempted to simulate the slip of the object with respect to its grasp, and report whether the object grasp reached a position of static equilibrium or whether the grasp failed completely. The basic ingredients of the system were to iteratively simulate the motion of the object over a discrete time step, calculate the new contact positions at this time step, and check for static equilibrium or grasp failure.
Chapter 6

Conclusions and discussion

The end result of this project was a partially completed system. Two of the analysis programs were complete, and one was not functional due to reasons explained in Chapter 5 of this report. Despite the setback of the dynamic analysis, the system as it stands still performs a useful part in the analysis of object grasps.

There is a multitude of possible further work in the extension of this system. Here are a few possibilities:

- Improve the accuracy of the finger model approximations (for example, soft finger modelling could be improved by the use of elastic membrane simulations).

- Integrate the analysis systems into other robot related systems, for example, a system that scans objects and produces a set of possible grasp configurations (eg. Wren [6]).

- Introduce a system that analyses the relative importance of each finger contact in an object grasp by using a modification of the stability analysis program, which can then decide which contacts should be given preference in maximisation of the objective function used in equilibrium analysis.

- Add a graphical interface for the system so that object grasps, stability analysis, and dynamic analysis are displayed visually in 3-dimensions.
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Enter Object Data File name : mod

Reading Object Data from file : mod

Tolerance value : 0.000001

Upper bound on a force value : 10000000.000000

Lower bound on a force value : 0.010000

Force of gravity on object : 0.000000 0.000000 -9.810000

Gravitational angle of stability : 30.000000

Centre of mass of object : 50.000000 50.000000 50.000000

Moment of inertia of object :

108.23 1.20 -4.28
1.20 107.26 1.03
-4.28 1.03 229.18

Enter Contact Data File name : cod

Reading Contact Data from file : cod

Total number of contact points : 3

Contact type of contact point 1 : frictionless point

Local co-ordinate of contact point 1 :

0.000000 0.000000 0.000000

Transformation matrix for contact point 1 :

0.00 0.00 -1.00 0.00
0.00 1.00 0.00 50.00
1.00 0.00 0.00 50.00

Global co-ordinate of contact point 1 :

0.000000 50.000000 50.000000

Biquad = axx + byy + cxy + dx + ey + f

Coeffs = 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000

Local normal of biquad 1 :

0.000000 0.000000 -1.000000

Global normal of biquad 1 :

1.000000 0.000000 0.000000

Contact type of contact point 2 : soft fingered

Local co-ordinate of contact point 2 :

0.000000 0.000000 0.000000

Transformation matrix for contact point 2 :

0.00 0.00 1.00 100.00
0.00 1.00 0.00 50.00
-1.00 0.00 0.00 50.00
Global co-ordinate of contact point 2:
100.000000 80.000000 50.000000

Biquad = axz + byz + cxy + dx + ey + f
Coeffs = 0.000000 0.000000 0.000000 0.000000 0.000000 1.000000

Local normal of biquad 2:
0.000000 0.000000 -1.000000

Global normal of biquad 2:
-1.000000 0.000000 0.000000

Coefficient of friction at contact point 2: 0.320000

Finger radius at contact point 2: 0.800000

Contact type of contact point 3: soft fingered

Local co-ordinate of contact point 3:
0.000000 0.000000 0.000000

Transformation matrix for contact point 3:
-1.00 0.00 0.00 50.00
0.00 1.00 0.00 30.00
0.00 0.00 -1.00 0.00

Global co-ordinate of contact point 3:
50.000000 30.000000 0.000000

Biquad = axz + byz + cxy + dx + ey + f
Coeffs = 0.000000 0.000000 0.000000 0.000000 0.000000 1.000000

Local normal of biquad 3:
0.000000 0.000000 -1.000000

Global normal of biquad 3:
0.000000 0.000000 1.000000

Coefficient of friction at contact point 3: 0.020000

Finger radius at contact point 3: 0.500000

Attempting static analysis for equilibrium ...

A state of equilibrium has been found:

Here are the force/torque values of each finger ...

Finger 1 (frictionless point):
force(x,y,z) = (0.011277, 0.000000, 0.000000)
torque(x,y,z) = (0.000000, 0.000000, 0.000000)

Finger 2 (soft fingered):
force(x,y,z) = (-0.009492, 0.000000, 0.002483)
torque(x,y,z) = (0.000000, 0.130166, -0.034711)
tnorm(x,y,z) = (-0.1815986, 0.000000, 0.000000)

Finger 3 (soft fingered):
Stability

Attempting stability analysis...

force(x,y,z) = (-0.001736, -0.000681, 0.007618)
torque(t,y,z) = (198.199921, -0.130165, 0.034712)
tnrm(x,y,z) = (0.000000, 0.000000, 0.000000)

Enter Object Data File name: md

Raising Object Data from file: mod

Tolerance value: 0.000001

Upper bound on a force value: 1.000000

Lower bound on a force value: 0.010000

Force of gravity on object: 0.000000 0.000000 -9.810000

Gravitational angle of stability: 30.000000

Centre of mass of object: 50.000000 50.000000 50.000000

Moment of inertia of object:

198.23 1.29 -4.28
1.29 187.28 1.03
-4.28 1.03 229.18

Enter Contact Data Filename: fod

Reading Contact Data from file: fod

Total number of contact points: 3

Contact type of contact point 1: frictionless point

Local co-ordinate of contact point 1:
0.000000 0.000000 0.000000

Transformation matrix for contact point 1:

Grasp was in equilibrium for 478 out of 820 perturbations of G. (58.20 percent)
$\begin{bmatrix} 0.00 & 0.00 & -1.00 & 0.00 \\ 0.00 & 1.00 & 0.00 & 30.00 \\ 1.00 & 0.00 & 0.00 & 30.00 \end{bmatrix}$

Global co-ordinate of contact point 1:

$\begin{bmatrix} 0.000000 \\ 30.000000 \\ 30.000000 \end{bmatrix}$

$\text{Biquad} = axx + byy + cxy + dx + ey + f$

$\text{Coeffs} = [1.000000, 1.000000, 0.000000, 0.000000, 0.000000, 0.000000]$

Local normal of biquad 1:

$\begin{bmatrix} 0.000000 \\ 0.000000 \\ -1.000000 \end{bmatrix}$

Global normal of biquad 1:

$\begin{bmatrix} 1.000000 \\ 0.000000 \\ 0.000000 \end{bmatrix}$

Contact type of contact point 2: frictionless point

Local co-ordinate of contact point 2:

$\begin{bmatrix} 0.000000 \\ 0.000000 \\ 0.000000 \end{bmatrix}$

Transformation matrix for contact point 2:

$\begin{bmatrix} 1.00 \\ 0.00 \\ 0.00 \end{bmatrix}$

Global co-ordinate of contact point 2:

$\begin{bmatrix} 100.000000 \\ 30.000000 \\ 30.000000 \end{bmatrix}$
Attempting static analysis for equilibrium ...

A state of equilibrium has been found:

Here are the force/torque values of each finger...

Finger 1 (frictionless point):
force(x,y,z) = (0.010000, 0.000000, 0.000000)
torque(x,y,z) = (0.000000, 0.200000, -0.200000)

Finger 2 (frictionless point):
force(x,y,z) = (-0.010000, 0.000000, 0.000000)
torque(x,y,z) = (0.000000, -0.200000, 0.200000)

Finger 3 (frictionless point):
force(x,y,z) = (0.000000, 0.000000, 0.909090)
torque(x,y,z) = (0.000000, 0.000000, 0.000000)

Attempting stability analysis...

G = (-0.279659 1.765721 -6.66731)
G = (-0.319082 2.014603 -6.56629)
G = (-0.362046 2.261906 -6.38949)
G = (-0.307194 2.607756 -6.47573)
G = (-0.456861 2.751809 -6.60622)
G = (-0.474218 2.994138 -6.32986)
G = (0.612361 3.234330 -9.24731)
G = (0.649652 3.472308 -9.15024)
G = (0.807987 3.707608 -9.09268)
G = (0.890496 4.109964 -8.96182)
G = (0.860603 4.171319 -8.86436)
G = (0.896906 4.398817 -8.74074)
G = (0.732249 4.923299 -8.02124)
G = (0.767301 4.844613 -8.49670)

Grasp was in equilibrium for 40 out of 820 perturbations of G, (48% success rate)

Enter Object Data file name: mod
Reading Object Data from file: mod

Tolerance value: 0.000000

Upper bound on a force value: 1000.000000
Lower bound on a force value: 0.000000

Force of gravity on object: 0.000000 0.000000 -9.810000

Gravitational angle of stability: 30.000000

Centre of mass of object: 50.000000 50.000000 50.000000
Moment of inertia of object:

196.23 1.29 4.28
1.29 187.26 1.03
-4.28 1.03 229.18

Enter Contact Data File name : zod
Reading Contact Data from file : zod

Total number of contact points : 5

Contact type of contact point 1 : frictionless point
Local co-ordinate of contact point 1 :
0.000000 0.000000 0.000000

Transformation matrix for contact point 1 :
0.00 0.00 0.00 50.00
0.00 -1.00 -1.00 0.00
1.00 0.00 0.00 60.00

Global co-ordinate of contact point 1 :
50.000000 0.000000 60.000000

Biquad = axz + byy + cxy + dx + ey + f
Coeffs = 1.000000 1.000000 0.000000 0.000000 0.000000 0.000000

Local normal of biquad 1 :
0.000000 0.000000 -1.000000

Global normal of biquad 1 :
0.000000 1.000000 0.000000

Contact type of contact point 2 : frictionless point
Local co-ordinate of contact point 2 :
0.000000 0.000000 0.000000

Transformation matrix for contact point 2 :
0.00 0.00 0.00 50.00
0.00 1.00 1.00 0.00
1.00 0.00 0.00 50.00

Global co-ordinate of contact point 2 :
50.000000 0.000000 50.000000

Biquad = axz + byy + cxy + dx + ey + f
Coeffs = 1.000000 1.000000 0.000000 0.000000 0.000000 0.000000

Local normal of biquad 2 :
0.000000 0.000000 -1.000000

Global normal of biquad 2 :
0.000000 -1.000000 0.000000

Contact type of contact point 3 : frictionless point
Local co-ordinate of contact point 3 :
Transformation matrix for contact point 3:
0.00 0.00 -1.00 0.00
0.00 1.00 0.00 50.00
1.00 0.00 0.00 50.00

Global co-ordinate of contact point 3:
0.000000 50.000000 50.000000

Biquad = axx + byy + cxx + dx + ey + f
Coeffs = 1.000000 1.000000 0.000000 0.000000 0.000000 0.000000

Local normal of biquad 3:
0.000000 0.000000 -1.000000

Global normal of biquad 3:
1.000000 0.000000 0.000000

Contact type of contact point 4: frictionless point

Local co-ordinate of contact point 4:
0.000000 0.000000 0.000000

Transformation matrix for contact point 4:
0.00 0.00 1.00 100.00
0.00 1.00 0.00 50.00
-1.00 0.00 0.00 50.00

Global co-ordinate of contact point 4:
100.000000 80.000000 80.000000

Biquad = axx + byy + cxx + dx + ey + f
Coeffs = 1.000000 1.000000 0.000000 0.000000 0.000000 0.000000

Local normal of biquad 4:
0.000000 0.000000 -1.000000

Global normal of biquad 4:
-1.000000 0.000000 0.000000

Contact type of contact point 5: frictionless point

Local co-ordinate of contact point 5:
0.000000 0.000000 0.000000

Transformation matrix for contact point 5:
-1.00 0.00 0.00 50.00
0.00 1.00 0.00 50.00
0.00 0.00 -1.00 0.00

Global co-ordinate of contact point 5:
50.000000 50.000000 0.000000

Biquad = axx + byy + cxx + dx + ey + f
Coeffs = 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000

Local normal of biquad 5:
Attempting static analysis for equilibrium ...

A state of equilibrium has been found:

Here are the force/torque values of each finger ...

Finger 1 (frictionless point):
force(x,y,z) = (0.00000, 0.00000, 0.00000)
torque(x,y,z) = (0.000000, 0.000000, 0.000000)

Finger 2 (frictionless point):
force(x,y,z) = (0.00000, 0.00000, 0.00000)
torque(x,y,z) = (0.000000, 0.000000, 0.000000)

Finger 3 (frictionless point):
force(x,y,z) = (0.00000, 0.00000, 0.00000)
torque(x,y,z) = (0.000000, 0.000000, 0.000000)

Finger 4 (frictionless point):
force(x,y,z) = (-0.01000, 0.00000, 0.00000)
torque(x,y,z) = (0.000000, 0.000000, 0.000000)

Finger 5 (frictionless point):
force(x,y,z) = (0.00000, 0.00000, 0.809999)
torque(x,y,z) = (0.000000, 0.000000, 0.000000)

Grasp was in equilibrium for for 820 out of 820 perturbations of G, (=100.00 percent)

Enter Object Data File name: mod

Reading Object Data from file: mod
Tolerance value : 0.000001
Upper bound on a force value : 1000.000000
Lower bound on a force value : 0.010000
Force of gravity on object : 0.000000 0.000000 -9.810000
Gravitational angle of stability : 30.000000
Centre of mass of object : 50.000000 50.000000 50.000000
Moment of inertia of object:
106.23 1.29 -4.28
1.29 187.28 1.03
-4.28 1.03 229.16

Enter Contact Data File name : xod2
Reading Contact Data from file : xod2

Total number of contact points : 3

Contact type of contact point 1 : soft fingered
Local co-ordinate of contact point 1 :
0.000000 0.000000 0.000000

Transformation matrix for contact point 1 :
0.00 0.00 0.00 30.00
0.00 -1.00 -1.00 0.00
1.00 0.00 0.00 30.00

Global co-ordinate of contact point 1 :
30.000000 0.000000 30.000000

Bquad = ax + by + cy + dx + ey + f
Coeffs = 1.000000 1.000000 0.000000 0.000000 0.000000 0.000000

Local normal of bquad 1 :
0.000000 0.000000 -1.000000

Global normal of bquad 1 :
0.000000 1.000000 0.000000

Coefficient of friction at contact point 1 : 0.120000

Finger radius at contact point 1 : 1.200000

Contact type of contact point 2 : soft fingered
Local co-ordinate of contact point 2 :
0.000000 0.000000 0.000000

Transformation matrix for contact point 2 :
0.00 0.00 0.00 30.00
0.00 1.00 1.00 0.00
1.00 0.00 0.00 30.00

Global co-ordinate of contact point 2 :
30.000000 0.000000 30.000000
Biquad = axx + byy + cxy + dx + ey + f
Coeffs = 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000

Local normal of biquad 2:
0.000000 0.000000 -1.000000

Global normal of biquad 2:
0.000000 -1.000000 0.000000

Coefficient of friction at contact point 3: 0.120000
Finger radius at contact point 3: 2.200000

Contact type of contact point 3: soft fingered

Local co-ordinate of contact point 3:
0.000000 0.000000 0.000000

Transformation matrix for contact point 3:
-1.00 0.00 0.00 50.00
0.00 1.00 0.00 60.00
0.00 0.00 -1.00 0.00

Global co-ordinate of contact point 3:
50.000000 50.000000 0.000000

Biquad = axx + byy + cxy + dx + ey + f
Coeffs = 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000

Local normal of biquad 3:

0.000000 0.000000 -1.000000

Global normal of biquad 3:
0.000000 0.000000 1.000000

Coefficient of friction at contact point 3: 0.120000
Finger radius at contact point 3: 1.300000

Attempting static analysis for equilibrium...

A state of equilibrium has been found:

Here are the force/torque values of each finger...

Finger 1 (soft fingered):
force(x,y,z) = (0.000000, 0.007881, -0.000011)
torque(x,y,z) = (-0.164187, 0.000218, 0.153928)
tnorm(x,y,z) = (0.000000, 0.000000, 0.000000)

Finger 2 (soft fingered):
force(x,y,z) = (0.000000, -0.007881, 0.000014)
torque(x,y,z) = (0.164187, -0.000218, -0.153928)
tnorm(x,y,z) = (0.000000, 0.000000, 0.000000)

Finger 3 (soft fingered):
force(x,y,z) = (0.000001, 0.000001, 9.809896)
torque(x,y,z) = (-0.000001, 0.000000, 0.000000)
tnorm(x,y,z) = (0.000000, 0.000000, 0.000000)
Attempting stability analysis...

\[
\begin{align*}
\text{ang} & = 0.00 \quad G = (0.000000, 0.000000, -0.810000) \\
\text{ang} & = 1.60 \quad G = (-0.046171, 0.283814, -0.808639) \\
\text{ang} & = 3.00 \quad G = (-0.080315, 0.607096, -0.796304) \\
\text{ang} & = 4.50 \quad G = (-0.112904, 1.760290, -0.774759) \\
\text{ang} & = 6.00 \quad G = (-0.160029, 1.218280, -0.756869) \\
\text{ang} & = 7.50 \quad G = (-0.200308, 1.264898, -0.738074) \\
\text{ang} & = 9.00 \quad G = (-0.239421, 1.095719, -0.719229) \\
\text{ang} & = 10.50 \quad G = (-0.277669, 1.765771, -0.699331) \\
\text{ang} & = 12.00 \quad G = (-0.313852, 2.014643, -0.658629) \\
\text{ang} & = 13.50 \quad G = (-0.352346, 2.261946, -0.618949) \\
\text{ang} & = 15.00 \quad G = (-0.397184, 2.507716, -0.577533) \\
\text{ang} & = 16.50 \quad G = (-0.442811, 2.751859, -0.535222) \\
\text{ang} & = 18.00 \quad G = (-0.487421, 2.994416, -0.490856) \\
\text{ang} & = 19.50 \quad G = (-0.531201, 3.234330, -0.447313) \\
\text{ang} & = 21.00 \quad G = (-0.564952, 3.472708, -0.398824) \\
\text{ang} & = 22.50 \quad G = (-0.597727, 3.707906, -0.353258) \\
\text{ang} & = 24.00 \quad G = (-0.630179, 3.940964, -0.294188) \\
\text{ang} & = 25.50 \quad G = (-0.660663, 4.171319, -0.235323) \\
\text{ang} & = 27.00 \quad G = (-0.690665, 4.390817, -0.174743) \\
\text{ang} & = 28.50 \quad G = (-0.720349, 4.612709, -0.113963) \\
\text{ang} & = 30.00 \quad G = (-0.749730, 4.844613, -0.051703)
\end{align*}
\]

Grasp was in equilibrium for for 807 out of 830 perturbations of G, (~97.80 percent)

Enter Object Data File name: m2n

Reading Object Data from file: m2n

Tolerance value: 0.000000

Upper bound on a force value: 16.0,00000
Lower bound on a force value: 0.10000

Force of gravity on object: -1.000000 0.000000 -9.810000

Gravitational angle of stability: 30.000000

Centre of mass of object: 0.000000 0.000000 0.000000

Moment of inertia of object:

195.23 1.29 -6.28
1.29 187.28 1.03
-6.28 1.03 220.16

Enter Contact Data File name: zod2

Reading Contact Data from file: zod2

Total number of contact points: 3

Contact type of contact point 1: soft fingered

Local co-ordinate of contact point 1:

0.00000 0.00000 0.00000

Transformation matrix for contact point 1:

0.00 6.00 0.00 30.00
0.00 -1.00 -1.00 0.00
1.00 1.00 0.00 0.00
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Global co-ordinate of contact point 1:
30.000000 0.000000 30.000000

Biquad = axx + byy + cxy + dx + ey + f
Coeffs = 1.000000 1.000000 1.000000 0.000000 0.000000 0.000000

Local normal of biquad 1:
0.000000 0.000000 -1.000000

Global normal of biquad 1:
0.000000 1.000000 0.000000

Coefficient of friction at contact point 1: 0.120000

Finger radius at contact point 1: 1.200000

Contact type of contact point 2: soft fingered

Local co-ordinate of contact point 2:
0.000000 0.000000 0.000000

Transformation matrix for contact point 2:
0.00 0.00 0.00 30.00
0.00 1.00 1.00 0.00
1.00 0.00 0.00 30.00

Global co-ordinate of contact point 2:
30.000000 0.000000 30.000000

Biquad = axx + byy + cxy + dx + ey + f
Coeffs = 1.000000 1.000000 1.000000 0.000000 0.000000 0.000000

Local normal of biquad 2:
0.000000 0.000000 -1.000000

Global normal of biquad 2:
0.000000 -1.000000 0.000000

Coefficient of friction at contact point 2: 0.120000

Finger radius at contact point 2: 2.200000

Contact type of contact point 3: soft fingered

Local co-ordinate of contact point 3:
0.000000 0.000000 0.000000

Transformation matrix for contact point 3:
-1.00 0.00 0.00 50.00
0.00 1.00 0.00 50.00
0.00 0.00 -1.00 50.00

Global co-ordinate of contact point 3:
50.000000 50.000000 0.000000

Biquad = axx + byy + cxy + dx + ey + f
Coeffs = 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000

Local normal of biquad 3:
0.000000 0.000000 -1.000000
Global normal of biquad 3:
0.000000 0.000000 1.000000

Coefficient of friction at contact point 3: 0.120000

Finger radius at contact point 3: 1.200000

Attempting static analysis for equilibrium...

A state of equilibrium has been found:

Here are the force/torque values of each finger...

Finger 1 (soft fingered):
| force(x,y,z) | (0.000000, 0.000000, 0.000000) |
| torque(x,y,z) | (-0.562828, 0.192490, 0.064269) |
| norm(x,y,z) | (0.000000, 0.000000, 0.000000) |

Finger 2 (soft fingered):
| force(x,y,z) | (0.000000, 0.000000, 0.000000) |
| torque(x,y,z) | (0.562828, 0.192490, 0.064269) |
| norm(x,y,z) | (-0.000000, -0.000000, 0.000000) |

Finger 3 (soft fingered):
| force(x,y,z) | (0.000000, 0.000000, 0.000000) |
| torque(x,y,z) | (-0.000000, 0.000000, 0.000000) |
| norm(x,y,z) | (0.000000, 0.000000, 0.000000) |

Grasp was in equilibrium for 307 out of 820 perturbations of G, (37.44 percent)

Enter Object Data File name: m2p

Reading Object Data from file: m2p

Tolerance value: 0.000001
Upper bound on a force value: 100.000000
Lower bound on a force value: 0.010000
Force of gravity on object: 2.000000 0.000000 -0.810000
Gravitational angle of stability: 10.000000
Centre of mass of object: 60.000000 56.000000 50.000000
Moment of inertia of object:
190.23 1.29 -6.28
1.29 187.26 1.03
-6.28 1.03 229.18

Enter Contact Data File name: zod2

Reading Contact Data from file: zod2

Total number of contact points: 3

Contact type of contact point 1: soft fingered

Local co-ordinate of contact point 1:
0.000000 0.000000 0.000000

Transformation matrix for contact point 1:
0.00 0.00 0.00 30.00
0.00 -1.00 -1.00 0.00
1.00 0.00 0.00 30.00

Global co-ordinate of contact point 1:
30.000000 0.000000 30.000000

BiQuad = axy + byy + cxy + dx + ey + f
Coeffs = 1.000000 1.000000 0.000000 0.000000 0.000000 0.000000

Local normal of biQuad 1:
0.000000 0.000000 -1.000000

Global normal of biQuad 1:
0.000000 1.000000 0.000000

Coefficient of friction at contact point 1: 0.120000

Finger radius at contact point 1: 1.200000

Contact type of contact point 2: soft fingered

Local co-ordinate of contact point 2:
0.000000 0.000000 0.000000

Transformation matrix for contact point 2:
0.00 0.00 0.00 30.00
0.00 1.00 1.00 0.00
1.00 0.00 0.00 30.00

Global co-ordinate of contact point 2:
30.000000 0.000000 30.000000

BiQuad = axy + byy + cxy + dx + ey + f
Coeffs = 1.000000 1.000000 0.000000 0.000000 0.000000 0.000000
Local normal of biquad 2:
0.000000 0.000000 -1.000000

Global normal of biquad 2:
0.000000 -1.000000 0.000000

Coefficient of friction at contact point 2: 0.120000
Finger radius at contact point 2: 2.200000

Contact type of contact point 3: soft fingered
Local co-ordinate of contact point 3:
0.000000 0.000000 0.000000

Transformation matrix for contact point 3:
-1.00 0.00 0.00 50.00
0.00 1.00 0.00 50.00
0.00 0.00 -1.00 0.00

Global co-ordinate of contact point 3:
50.000000 50.000000 0.000000

Biquad = a0x + by + cxy + dx + ey + f
Coeffs = 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000

Local normal of biquad 3:
0.000000 0.000000 -1.000000

Global normal of biquad 3:
0.000000 0.000000 1.000000

Coefficient of friction at contact point 3: 0.120000
Finger radius at contact point 3: 1.200000

Attempting static analysis for equilibrium...

A state of equilibrium has been found.

Here are the force/torque values of each finger...

Finger 1 (soft fingered):
force(x,y,z) = (0.000000, 12.637384, 44.470936)
torque(x,y,z) = (2061.881838, -880.418701, 260.747666)
tnorm(x,y,z) = (0.000000, 0.000000, 0.000000)

Finger 2 (soft fingered):
force(x,y,z) = (0.000000, -12.637388, -51.247513)
torque(x,y,z) = (-2061.881838, 1024.960196, -250.747661)
tnorm(x,y,z) = (0.000000, -16.827781, 0.000000)

Finger 3 (soft fingered):
force(x,y,z) = (-1.909999, 0.000000, 16.585682)
torque(x,y,z) = (0.000000, -119.903854, 0.000000)
tnorm(x,y,z) = (0.000000, 0.000000, 0.000000)
Attempting stability analysis...

\[ \text{ang} = 0.00 \quad G = (2.000000, 0.000000, -9.809999) \]
\[ \text{ang} = 0.50 \quad G = (1.086532, 0.085293, -9.812556) \]
\[ \text{ang} = 1.00 \quad G = (1.072913, 0.172679, -9.813665) \]
\[ \text{ang} = 1.50 \quad G = (1.059413, 0.258652, -9.814825) \]
\[ \text{ang} = 2.00 \quad G = (1.046226, 0.346105, -9.816042) \]
\[ \text{ang} = 2.50 \quad G = (1.033158, 0.433137, -9.817299) \]
\[ \text{ang} = 3.00 \quad G = (1.019994, 0.517520, -9.818501) \]
\[ \text{ang} = 3.50 \quad G = (1.006843, 0.603681, -9.819720) \]
\[ \text{ang} = 4.00 \quad G = (0.988079, 0.689790, -9.820794) \]
\[ \text{ang} = 4.50 \quad G = (0.973431, 0.775845, -9.820470) \]
\[ \text{ang} = 5.00 \quad G = (0.958660, 0.851843, -9.799937) \]
\[ \text{ang} = 5.50 \quad G = (0.943767, 0.927776, -9.798423) \]
\[ \text{ang} = 6.00 \quad G = (0.928834, 1.003634, -9.788982) \]
\[ \text{ang} = 6.50 \quad G = (0.913421, 1.119414, -9.782356) \]
\[ \text{ang} = 7.00 \quad G = (0.908071, 1.206110, -9.775608) \]
\[ \text{ang} = 7.50 \quad G = (0.892536, 1.302714, -9.769911) \]
\[ \text{ang} = 8.00 \quad G = (0.876861, 1.399219, -9.760672) \]
\[ \text{ang} = 8.50 \quad G = (0.861203, 1.496189, -9.748489) \]
\[ \text{ang} = 9.00 \quad G = (0.845437, 1.593280, -9.736816) \]
\[ \text{ang} = 9.50 \quad G = (0.829671, 1.690372, -9.725098) \]
\[ \text{ang} = 10.00 \quad G = (0.813854, 1.787127, -9.712691) \]

Grasp was in equilibrium for 868 out of 820 perturbations of G. (98.08 percent)

Enter Object Data File name : m2n

Reading Object Data from file : m2n

Tolerance value : 0.000001

Upper bound on a force value : 100.000000

Lower bound on a force value : 0.010000

Force of gravity on object : -1.000000 0.000000 -9.810000

Gravitational angle of stability : 30.000000

Centre of mass of object : 50.000000 50.000000 50.000000

Moment of inertia of object :

106.23 1.29 -4.28
1.29 187.26 1.03
-4.28 1.03 229.66

Enter Contact Data File name : bd

Reading Contact Data from file : bd

Total number of contact points : 8

Contact type of contact point 1 : frictionless point

Local co-ordinate of contact point 1 :

0.000000 0.000000 0.000000

Transformation matrix for contact point 1 :

0.00 0.00 -1.00 0.00
0.00 1.00 0.00 30.00
1.00 0.00 0.00 30.00

Global co-ordinate of contact point 1 :
Biquad = axz + byy + cxy + dz + ey + f
Coeffs = 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000
Local normal of biquad 1:

Global normal of biquad 1:
1.000000 0.000000 0.000000

Contact type of contact point 2: frictional point

Local co-ordinate of contact point 2:

Transformation matrix for contact point 2:
0.00 0.00 1.00 100.00
0.00 1.00 0.00 30.00
-1.00 0.00 0.00 30.00

Global co-ordinate of contact point 2:
100.000000 30.000000 30.000000

Biquad = axz + byy + cxy + dz + ey + f
Coeffs = 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000
Local normal of biquad 2:

Global normal of biquad 2:
-1.000000 0.000000 0.000000

Coefficient of friction at contact point 2: 0.320000

Contact type of contact point 3: frictionless point

Local co-ordinate of contact point 3:

Transformation matrix for contact point 3:
-1.00 0.00 0.00 50.00
0.00 1.00 0.00 50.00
0.00 0.00 -1.00 0.00

Global co-ordinate of contact point 3:
50.000000 50.000000 0.000000

Biquad = axz + byy + cxy + dz + ey + f
Coeffs = 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000
Local normal of biquad 3:

Global normal of biquad 3:
0.000000 0.000000 -1.000000

Global normal of biquad 3:
0.000000 0.000000 1.000000

Attempting static analysis for equilibrium...
as equilibrium solution

Enter Object Data File name : nod
Reading Object Data from file : nod
Tolerance value : 0.0000001
Upper bound on a force value : 1000.000000
Lower bound on a force value : 0.010000
Force of gravity on object : 0.000000 0.000000 0.810000
Gravitational angle of stability : 30.000000
Centre of mass of object : 0.000000 0.000000 0.000000
Moment of inertia of object :

196.23 1.29 4.28
3.29 187.36 1.03
5.98 1.03 229.16

Enter Contact Data File name : bod
Reading Contact Data from file : bod
Total number of contact points : 3
Contact type of contact point 1 : frictionless point
Local co-ordinate of contact point 1 :

0.000000 0.000000 0.000000
Transformation matrix for contact point 1 :
0.00 0.00 -1.00 0.00
0.00 1.00 0.00 30.00
1.00 0.00 0.00 30.00
Global co-ordinate of contact point 1 :
0.000000 30.000000 30.000000
Biquad = axx + byy + cz + dy + ey + f
Coeffs = 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000
Local normal of biquad 1 :
0.000000 0.000000 -1.000000
Global normal of biquad 1 :
1.000000 0.000000 0.000000
Contact type of contact point 2 : frictional point
Local co-ordinate of contact point 2 :
0.000000 0.000000 0.000000
Transformation matrix for contact point 2 :
0.00 0.00 1.00 100.00
0.00 1.00 0.00 30.00
-1.00 0.00 0.00 30.00
Global co-ordinate of contact point 2:
100.000000 30.000000 30.000000

Biquad = ax + by + cxy + dx + ey + f
Coeffs = 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000

Local normal of biquad 2:
0.000000 0.000000 -1.000000

Global normal of biquad 2:
-1.000000 0.000000 0.000000

Coefficient of friction at contact point 2: 0.320000

Contact type of contact point 3: frictionless point

Local co-ordinate of contact point 3:
0.000000 0.000000 0.000000

Transformation matrix for contact point 3:
-1.00 0.00 0.00 50.00
0.00 1.00 0.00 50.00
0.00 0.00 -1.00 0.00

Global co-ordinate of contact point 3:
50.000000 50.000000 0.000000

Biquad = ax + by + cxy + dx + ey + f
Coeffs = 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000

Local normal of biquad 3:
0.000000 0.000000 -1.000000

Global normal of biquad 3:
0.000000 0.000000 1.000000

Attempting static analysis for equilibrium ...

A state of equilibrium has been found:

Here are the force/torque values of each finger ...

Finger 1 (frictionless point):
force(x,y,z) = (0.010000, 0.000000, 0.000000)
torque(x,y,z) = (0.000000, 0.200000, -0.200000)

Finger 2 (frictional point):
force(x,y,z) = (-0.099999, -0.000000, -0.000000)
torque(x,y,z) = (0.000001, -0.199999, 0.200001)

Finger 3 (frictionless point):
force(x,y,z) = (0.000000, 0.000000, 0.800000)
torque(x,y,z) = (0.000000, 0.000000, 0.000000)

Attempting stability analysis ...

STABLE
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Grasp was in equilibrium for 40 out of 820 perturbations of $G$, (~4.88 percent)

A Program code

```c
#include <stdio.h>
#include "allstruct.h"

main()
{
  int B,icase,ip[100],pc,fp,ef;
  vector G,Com;
  contact point[100];
  float inertia[A][A],tol,ub,lb,disp;
  double **a;

  read_object(&G,&Com,icase,tol,ub,lb,disp);
  read_contact(&B,point);

  process_contact(&B,pc,&fp,&ef,point);

  a = mr_matrix(1,(2*pc)+(2*ef)+(14)+1,2,2);

  printf("\n\n Attempting static analysis for equilibrium ... \n\n^C\n"");

  static_analysis(1,&G,Com,fp,ef,point,tol,ub,lb,sp,&icase);

  if (icase>0)
    {
      printf("\n\n A state of equilibrium has been found : \n\n");
      Display_force(1,point,sp,fp,ef,Com);
      printf("\n\n Attempting stability analysis ... \n\n");
      stability_analysis(1,&G,Com,fp,ef,point,tol,ub,lb,disp);
      /*
      else if (icase==1)
        {
          printf("\n\n Equilibrium with unbounded force values has been found \n\n");
        }
      else if (icase==1)
        {
          printf("bummer man, no equilibrium\n");
        }
      */
    }
```
exit(0);

File : Readobj.c

#include <stdio.h>
#include <stdlib.h>

void read_object(G, Com, inertia, tol, lb, ub, eg)
vector G, Com;
float inertiaE[4], tol, lb, ub, eg;
{
int i, j, k;
char Objectfile[100];
float tolerance, upb, lob, ang;
FILE *ObjFile;

printf("Enter Object Data File name : ");
scanf("%s", Objectfile);
if ((ObjFile = fopen(Objectfile, "r")) == 0) {
fprintf(stderr, "Can't open %s for input. \n", Objectfile);
exit(0);
}
printf("Reading Object Data from file : %s \n", Objectfile);

fscanf(ObjFile, "%f", &lob);
*lb = lob;

fscanf(ObjFile, "%f%f", &G->x, &G->y, &G->z);

fscanf(ObjFile, "%f", &ang);
*eg = ang;

fscanf(ObjFile, "%f%f", &Com->x, &Com->y, &Com->z);

for (i=1; c2<i; c2++)
for (i=1; c1<i; c1++)
  fscanf(ObjFile, "%f", &inertia[i][j][k]);

printf("Tolerance value : %f \n", tolerance);
printf("Upper bound on a force value : %f \n", upb);
printf("Lower bound on a force value : %f \n", lob);
printf("Force of gravity on object : %f %f \n", G->x, G->y, G->z);
printf(\nGravitational angle of stability : %f \n", ang);
printf("Centre of mass of object : %f %f \n", Com->x, Com->y, Com->z);
printf("Moment of inertia of object : %f \n", inertia);

for (c2=1; c2<i; c2++)
for (c1=1; c1<i; c1++)
  fscanf("%.2f", &inertia[i][j][k]);

printf("\n");

fclose(ObjFile);
#include <stdio.h>
#include <stdlib.h>

void read_contacts(int, point)
int N;


text

(FILE *ConFile;

printf("Enter Contact Data File name: ");
scanf("%s", &Contactfile);

if ((ConFile = fopen(Contactfile, "r")) == 0) {
    fprintf(stderr, "Can't open %s for input.
", Contactfile);
    exit(0);
}

printf("Reading Contact Data from file: %s \n", Contactfile);

fclose(ConFile);

N = Cons;

for (Count = 0; Count < Cons; Count++)

    {
        fscanf(ConFile, "%d", &point[Count].type);

        fscanf(ConFile, "%f%f", &point[Count].localcp.x, &point[Count].localcp.y,

#point[Count].localcp.x);

for (c2=0; c2<3; c2++)
    for (c1=0; c1<4; c1++)
        fscanf(ConFile, "%f", &point[Count].covmatrix[c1][c2]);

        fscanf(ConFile, "%f%f%f%f", &point[Count].contactregion.x,
            &point[Count].contactregion.y,
            &point[Count].contactregion.xy,
            &point[Count].contactregion.x,
            &point[Count].contactregion.y,

if (point[Count].type==1)
    fscanf(ConFile, "%f", &point[Count].friction);

    }

    if (point[Count].type==3)
    fscanf(ConFile, "%f", &point[Count].frad);

    }

fclose(ConFile);


File : Rcontacts.c
/*

#include <stdio.h>
#include <stdlib.h>

void process_contacts(int pc, int fp, int sf, int point)
{
    int C, c1, c2;
    int *pc = 0;
    int *fp = 0;
    int *sf = 0;

    printf("\n\nTotal number of contact points : %d \n\n", #);

    for (C = 0; C < #; C++)
    {
        printf("\n\nContact type of contact point %d : ", C+1);

        if (point[C].f_type == 1) {
            printf("frictionless point");
            *pc += 1;
        }

        if (point[C].f_type == 2) {
            printf("frictional point");
            *fp += 1;
        }

        if (point[C].f_type == 3) {
            printf("soft fingered");
            *sf += 1;
        }

        printf("\n\nGlobal co-ordinate of contact point %d : \n\n", C+1);
        printf("\n\nTransformation matrix for contact point %d : \n\n", C+1);

        printf("\n\nGlobal co-ordinate of contact point %d : \n\n", C+1);
        printf("\n\nTransformation matrix for contact point %d : \n\n", C+1);
    }
}

for (c1=0; c1<=c2; c1++)
{
    printf("\n\nGlobal co-ordinate of contact point %d : \n\n", C+1);
    printf("\n\nTransformation matrix for contact point %d : \n\n", C+1);
}
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for (c1=0; c1<=c2; c1++)
{
    printf("\n\nGlobal co-ordinate of contact point %d : \n\n", C+1);
    printf("\n\nTransformation matrix for contact point %d : \n\n", C+1);
}
if (point[C].type==2)
{
    fpCone(point[C].globals, point[C].friction, point[C].cone);
}

if (point[C].type==3)
{
    printf("\n Finger radius at contact point %d : %d\n", C+1, point[C].frad);
    zCone(point[C].point[C].cone, point[C].points);
}

File : Static.c

#include <stdio.h>
#include <stdlib.h>

void add_pcm(a, point, pc, fp, sf, N, Com, UBound, LBound)
{
    int w, pc, fp, sf;
    float UBound, LBound;
    double **a;
    vector Com;
    contact point[2];
{
    int pcs, C;
    vector T;
    pcs = 0;
    for (C=0; C < N; C++)
    if (point[C].type==1) { ... }
```c
340    contact point[];
341 {
342    int fps,C,c1;
343    vector T;
344    fps = 0;
345    for (C=0; C < N; C++)
346    if (point[C].ftype==3)
347    {
348        fps++;
349    }
350    for(c1=0;c14;c1++)
351    {
352        a[1][pc+(4+(fps-1))*c1+2] = -1;
353        a[pc+(4+(fps-1))*c1+2][1] = UBound;
354        a[pc+(4+(fps-1))*c1+2][pc+(4+(fps-1))*c1+2] = -1;
355        a[pc+(4+(fps-1))*c1+2][pc+(2*pc)+(4*fps)+(6*fps)+(4*(fps-1))+c1+6] = -1;
356        a[(2*pc)+(4*fps)+(6*fps)+(fps+13)[pc+(4*(fps-1))+c1+2]] = -1;
357        a[pc+(4*fps)+(5*fps)+2][pc+(4+(fps-1))*c1+2] = -point[C].cone[c1].x;
358        a[pc+(4*fps)+(5*fps)+3][pc+(4+(fps-1))*c1+2] = -point[C].cone[c1].y;
359        a[pc+(4*fps)+(6*fps)+4][pc+(4+(fps-1))*c1+2] = -point[C].cone[c1].z;
360        a[pc+(4*fps)+(5*fps)+8][pc+(4+(fps-1))*c1+2] = point[C].cone[c1].x;
361        a[pc+(4*fps)+(5*fps)+9][pc+(4+(fps-1))*c1+2] = point[C].cone[c1].y;
362        a[pc+(4*fps)+(6*fps)+10][pc+(4+(fps-1))*c1+2] = point[C].cone[c1].z;
363        T = Torque(Comm.point[C].global.ep.point[C].cone[c1]);
364        a[pc+(4*fps)+(6*fps)+6][pc+(4+(fps-1))*c1+2] = -T.x;
365        a[pc+(4*fps)+(6*fps)+7][pc+(4+(fps-1))*c1+2] = -T.y;
366        a[pc+(4*fps)+(6*fps)+11][pc+(4+(fps-1))*c1+2] = T.x;
367        a[pc+(4*fps)+(6*fps)+12][pc+(4+(fps-1))*c1+2] = T.y;
368    }
369    }
370    void add_xfs(a,point,pc,fp,ef,B,Comm,UBound,LBound)
371    int B,pc,fp,ef;
372    float UBound,LBound;
373    double ***a;
374    vector Comm;
375    contact point[];
376    {
377    int sfs,C,c1;
378    vector T;
379    fps = 0;
380    for (C=0; C < N; C++)
381    if (point[C].ftype==3)
382    {
383        sfs++;
384    }
385    for(c1=0;c14;c1++)
386    {
387        a[1][pc+(4*fps)+(6*sfs-1)+c1+2] = -1;
388        a[pc+(4*fps)+(6*sfs-1)+c1+2][1] = UBound;
389        a[pc+(4*fps)+(6*sfs-1)+c1+2][pc+(4*(fps-1))+c1+2] = -1;
390        a[pc+(4*fps)+(6*sfs-1)+c1+2][pc+(2*pc)+(4*fps)+(6*fps)+(4*(fps-1))+c1+6] = -1;
391        a[(2*pc)+(4*fps)+(6*sfs-1)+(3*pc)+(8*fps)+(10*fps)+fps+16] = 1;
392        a[(2*pc)+(4*fps)+(6*sfs-1)][pc+(4*fps)+(8*fps)+(10*fps)+fps+16] = 1;
393    }
394    }
395```
void add_tolerances(a,pc,fp,ef,tol)
int pc,fp,ef;
float tol;
double **a;
int C;

for (C=0;C<12;C++)
    
    a[pc+(4*fp)+(6*ef)+(2*C)]=tol;

    a[pc+(4*fp)+(6*ef)+(10+C)]=tol;

    double **a;

    int ic,ic[100],C1,C2;

    for (ic=0;ic<100;ic++)
        
        ip[ic]=0;

        %icf[ic]=0;

            add_prc(a,point,pc,fp,ef,N,Com,ub,lb);

            add_fpe(a,point,pc,fp,ef,N,Com,ub,lb);

            add_sfe(a,point,pc,fp,ef,N,Com,ub,lb);

            add_gravity(a,pc,fp,ef,C);

            add_tolerances(a,pc,fp,ef,tol);
vector G,Cons;
float tol,ub,lb,disp;
double **a;
int icase,c1;
float ang,ang2,pi,per;
vector v1,v2,v3,v4;
pi = 3.14159265;
disp = pi/180;
if (Length(G)==0)
{
    printf("\n\n\n Cannot perform stability analysis : G = (0,0,0) \n\n\n");
    exit(0);
}
}
else
{
    c1 = 1; v1 = Rot90(G);
    for(ang=0; ang <= disp; ang += disp/20)
    {
        v2 = Rotaboutz(v1,ang);
        for(ang2=pi/20; ang2 <= 2*pi; ang2 += pi/20)
        {
            v3 = Rotaboutz(v2,ang2);
            v4 = Rotfromz(G,v3);
            Clearmatrix(a,(2*pc)+(6*fp)+(8*sf)+17,(2*pc)+(6*fp)+(11*sf)+16);
            static_analysis(a,N,pc,ip,af,point,tol,ub,lb,ip,icase);
            if (icase==0)
            {
                printf("\n"); c1++;
            }
            else

    printf("\n\n\n\n Cannot perform stability analysis : G = (0,0,0) \n\n\n");
    exit(0);
}
    }
    per = c1/8.2;
    printf("\n\n\n\n Grasp was in equilibrium for for %d out of %d \n\n\n",c1);
    printf(" Perturbations of G, (<=4.2\% perct)\n\n\n",per);
    }
    }
    File : Frict.c
    */
    }
    
    #include <stdio.h>
    
    void fpCon(vector V, float ang, vector cons[])
    
    float Temp, TempV, RotV;
    int c1;
    if (V.y != 0)
    {
        Temp = V;
        else
        {
            TempV = Trans(V);
        }
        RotV = Rot90(TempV);
        cons[0] = Rotaboutz(RotV, ang);
        cons[1] = Rotaboutz(RotV, -ang);
        cons[2] = Rotaboutz(RotV, ang);
        cons[3] = Rotaboutz(RotV, -ang);
    }
    for (c1=0; c1 < 4; c1++)}
```c

Temp = RotFrom(TempV, cone[ct1]);

if (V.y != 0)
    (cone[ct1] = Temp);
else
    cone[ct1] = Trans(Temp);

File: Soft.c

void srfConse(contact ct, vector cone[], vector Points[])

    float x, y, max, min, maxy, miny;
    float norm, maxnorm, minnorm, point[X], Temp;
    int cl, sign;
    max = ct.frad; maxy = 0;
    Temp.x = max*ct.localp.x;
    Temp.y = maxy*ct.localp.y;
    Temp.x = sValue(ct.contactregion, Temp.x, Temp.y);
    maxnorm = NormalToQuad(ct.contactregion, Temp, Temp);
    if norm > maxnorm) {
        x = norm.x >> 0;
        y = norm.y >> 0;
        max = norm.x;
        maxy = y;
    }
```

```c

if (Length(norm) > Length(maxnorm)) {
    x = norm.x >> 0;
    y = norm.y >> 0;
    max = norm.x;
    maxy = y;
}

if (Length(norm) > Length(minnorm)) {
    x = norm.x >> 0;
    y = norm.y >> 0;
    min = norm.x;
    miny = y;
}

```

```c

point[0] = x*ct.localp.x; point[0] = maxy*ct.localp.y;
```
for (ci = 0; ci < 4; ci++)
{
    point[ci].x = xValue(contactRegion, point[ci].x, point[ci].y);
    Points[ci] = Transformation(2, point[ci][1];
    cosa[ci] = NormalFilter(contactRegion, point[ci]);
    if (point[ci].x < cosa[ci] < 0)
        cosa[ci] = 0;
    if (point[ci].y < cosa[ci] < 0)
        cosa[ci] = 0;
    Temp = Matrix(point[ci], cosa[ci]);
    Temp = Rotabout(Temp, ct, friction);
    Temp = Rotfrom(point[ci], Temp);
    Temp = Normalize(Temp);
    cosa[ci] = Rotation(Temp, ct, temp);
}

/*
File: Diepforce.c
*/

#include <stdio.h>
#include <stdlib.h>

void Display_forces(x, point, ip, fp, sf, Com)
{
    double ***;
    contact point[];
    int ip[], fp, sf;
    vector Com;
    int cl, c2, psc, fps, sf[], temp1;
    vector f, t, s2, temp2;
}

{
    pcs = fps = sf = 0;

    printf("\n\n\nhere are the force/torque values of each finger ... \n\n\n");
    for (ci = 0; ci < (fps+sf); ci++)
    {
        f.x = f.y = f.z = t.x = t.y = t.z = t2.x = t2.y = t2.z = 0;
        printf(" Finger %d ", ci+1);
        if (point[ci].ftype = 1)

    }

    printf("(frictionless point) = "); pcs++;
    for (c2 = 1; c2 < (2*fps)+fps; c2++)
        if (ip[c2] == pcs)

    
    f = multV(x[c2][1][t], point[ci].globalp, point[ci].globalp);
    t = Torque(Com, point[ci].globalp, point[ci].globalp);

    printf("\n force(x,y,z) = (%fx, %fy, %fz) = f.x,f.y,f.z;
     torque(x,y,z) = (%fx, %fy, %fz) = t.x,t.y,t.z;
\n");

    printf("\n if (point[ci].ftype = 2)

    
    printf("(frictional point) = "); fps++;
    for (c2 = 1; c2 < (2*fps)+fps; c2++)
        if (ip[c2] > pc+(fps-1)) && (ip[c2] < pc+(2*fps))

    
    temp1 = ip[c2] - pc-(fps-1); -1;
    temp2 = multV(x[c2][1][t], point[ci].costemp);
    f = addV(temp1, temp2);
    temp2 = Torque(Com, point[ci].globalp, point[ci].costemp);

    printf("\n force(x,y,z) = (%fx, %fy, %fz) = f.x,f.y,f.z;
     torque(x,y,z) = (%fx, %fy, %fz) = t.x,t.y,t.z;
\n");
805  printf("\n  torque(x,y,z) = (Xf, Yf, Zf)\",t.x,t.y,t.z);
806  }
807  
808  if (point[c1].ftype == 3)
809  {
810  print("(soft fingered); "); x=+;
811  for (c2=1;c2<=(2*pc)+(6*fp)+(6+sf)+18;c2++)
812  if (ip[c2] > pc+(4*fp)+(6+(x=achs-1)) && ip[c2] < pc+(4*fp)+(6+achs))
813  {
814  temp = ip(c2)-pc-(4*fp)-(6+achs-1)-1;
815  if (temp < 4) {
816  temp = multV(a[c2+1][1], point[c1].cons[templ]);
817  f = addV(f, temp2);
818  temp = Torque(Cons, point[c1].points[templ],
819  point[c1].cons[templ]);
820  temp = multV(a[c2+1][1], temp2);
821  t = addV(t, temp2);
822  }
823  else {
824  t = multV(a[c2+1][1], point[c1].globals);
825  }
826  }
827  printf("\n  force(x,y,z) = (Xf, Yf, Zf)\",f.x,f.y,f.z);
828  printf("\n  torque(x,y,z) = (Xf, Yf, Zf)\",t.x,t.y,t.z);
829  printf("\n  norm(x,y,z) = (Xf, Yf, Zf)\",t2.x,t2.y,t2.z);
830  
831  
832  printf("\n\n\n");
833  
834  }  
835  
836  /-
837  File: Nisc. c
838  */
839  
840  /*include <stdio.h>
841  #include <stdlib.h>
842  */
843  vector addV(vector v1, vector v2)
844  (vector Result;
845  
846  Result.x = v1.x + v2.x;
847  Result.y = v1.y + v2.y;
848  Result.z = v1.z + v2.z;
849  
850  return Result;
851  
852  vector multV(float f, vector v)
853  (vector Result;
854  
855  Result.x = f * v.x;
856  Result.y = f * v.y;
857  Result.z = f * v.z;
858  
859  return Result;
860  
861  
862  vector Normalize(vector Vec)
863  (float Eval;
864  
865  vector Grav;
866  
867  Grav = Vec;
868  
869  Eval = sqrt((Vec.x * Vec.x) +
870  (Vec.y * Vec.y) +
871  (Vec.x * Vec.x));
872  
873  Grav.x /= Eval;
874  Grav.y /= Eval;
875  Grav.z /= Eval;
876  
877  return Grav;
878  
879  vector Transformation(contact C1, vector Vec)
880  (vector Result;
Result.x = (Ct.convmatrix[0][0] * Vec.x) + 
(Ct.convmatrix[1][0] * Vec.y) + 
(Ct.convmatrix[2][0] * Vec.z) + 
Ct.convmatrix[3][0];

Result.y = (Ct.convmatrix[0][1] * Vec.x) + 
(Ct.convmatrix[1][1] * Vec.y) + 
(Ct.convmatrix[2][1] * Vec.z) + 
Ct.convmatrix[3][1];

Result.z = (Ct.convmatrix[0][2] * Vec.x) + 
(Ct.convmatrix[1][2] * Vec.y) + 
(Ct.convmatrix[2][2] * Vec.z) + 
Ct.convmatrix[3][2];

return Result;

vector Rotation(contact Ct, vector Vec)

(vector Result;

Result.x = (Ct.convmatrix[0][0] * Vec.x) + 
(Ct.convmatrix[1][0] * Vec.y) + 
(Ct.convmatrix[2][0] * Vec.z) + 
Ct.convmatrix[3][0];

Result.y = (Ct.convmatrix[0][1] * Vec.x) + 
(Ct.convmatrix[1][1] * Vec.y) + 
(Ct.convmatrix[2][1] * Vec.z) + 
Ct.convmatrix[3][1];

Result.z = (Ct.convmatrix[0][2] * Vec.x) + 
(Ct.convmatrix[1][2] * Vec.y) + 
(Ct.convmatrix[2][2] * Vec.z) + 
Ct.convmatrix[3][2];

return Result;

vector Torque(vector com, vector cp, vector norm)

{ vector Result,v1;
  v1.x = com.x - cp.x;
  v1.y = com.y - cp.y;
  v1.z = com.z - cp.z;

  Result.x = v1.y*norm.x - v1.z*norm.y;
  Result.y = v1.z*norm.x - v1.x*norm.z;
  Result.z = v1.x*norm.y - v1.y*norm.x;

  return(Result);
}

float Length(vector V)

{ float Result;
  Result = sqrt((V.x*V.x) + (V.y*V.y) + (V.z*V.z));
}
return Result;

Result.x = V.y;
Result.y = V.x;
Result.x = V.x;
return Result;

vector Trans(vector V)
(vector Result);
Result.x = V.y;
Result.y = V.x;
Result.x = V.x;
return Result;

vector Rottoz(vector V)
(vector Result);
float c1,c2;
c1 = sqrt(V.y * V.y + V.x * V.x);
c2 = sqrt(V.x * V.x + V.y * V.y + V.x * V.x);
Result.x = ((c1/c2) * V.x) + ((-V.x*V.y)/(c1*c2)) + V.y
+ ((-V.y*x/(c1*c2)) * V.z);
Result.y = ((V.x/c1) + V.y) + ((-V.y/c1) * V.x);
Result.z = ((V.x/c2) + V.x) + ((V.y/c2) + V.y)
+ ((V.x/c2) * V.z);
return Result;

vector Rotfrom(vector V, vector V2)
(vector Result);
float c1,c2;
c1 = sqrt(V.y * V.y + V.x * V.x);
c2 = sqrt(V.x * V.x + V.y * V.y + V.x * V.x);
1033 1034 )
1035 1036 vector Rotate3D(vector V, float ang)
1037 (vector Result;
1038 1039 Result.x = V.x;
1040 Result.y = (cos(ang)*V.y) - (sin(ang)*V.z);
1041 Result.z = (sin(ang)*V.y) + (cos(ang)*V.z);
1042 return Result;
1043 1044 )
1045 1046 vector Rotate3D(vector V, float ang)
1047 (vector Result;
1048 1049 Result.x = (cos(ang)*V.x) + (sin(ang)*V.z);
1050 Result.y = V.y;
1051 Result.z = (-sin(ang)*V.x) + (cos(ang)*V.z);
1052 return Result;
1053 1054 );
1055 1056 
1057 vector Rotate3D(vector V, float ang)
1058 (vector Result;
1059 1060 Result.x = (cos(ang)*V.x) - (sin(ang)*V.y);
1061 Result.y = (sin(ang)*V.x) + (cos(ang)*V.y);
1062 Result.z = V.z;
1063 return Result;
1064 1065 );
1066 1067 
1068 vector Rotate3D(vector V, float ang)
1069 (vector Result;
1070 1071 Result.x = (Biquad.xx+V.x) + (Biquad.yy+V.y) + (Biquad.zz+V.z);
1072 Result.y = (Biquad.xx*V.y) + (Biquad.yy*V.y) + (Biquad.zz*V.z);
1073 Result.z = (Biquad.xx*V.z) + (Biquad.yy*V.z) + (Biquad.zz*V.z);
1074 return Result;
1075 1076 
1077 
1078 void DisplayMatrix(double **a, int row, int col)
1079 (int cl,c2;
1080 1081 printf("\n\n State of Simplex matrix : \n\n");
1082 1083 for (cl=1;cl<row;cl++)
1084 {
1085 for (c2=1;c2<col;c2++) printf("%.3f ",a[cl][c2]);
1086 printf("\n");
1087 }
1088 1089 
1090 1091 
1092 void ClearMatrix(double **a, int row, int col)
1093 (int cl,c2;
1094 1095 for (cl=1;cl<row;cl++)
1096 {
1097 for (c2=1;c2<col;c2++) a[cl][c2] = 0;
1098 
1099 
1100 
1101 1102 
1103 
1104 
1105 
1106 
1107 
1108 1109 float xValue(float Biquad, float x, float y)
1110 (float Result;